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ABSTRACT

The consequences of Global Software Development (GSD) on software development processes are evolutionary. It has reshaped and reformed the traditional software development approaches. The preferences of the developers and priorities of the client have tremendously been changed. A set of new generation of processes, agile methodologies, has been appeared in response to the GSD. Many researchers have presented a good quality study on agile based methodologies. In this study we have discussed the work of the various researchers on GSD. A review of the prominent study of the researchers and practitioners on agile based methodologies is presented. The combined effects of both GSD and agile methodologies on overall software development paradigms are discussed. Based on the analysis of existing models and frameworks produced by the researchers and practitioners, the study suggests the future directions of the software development processes as required by the software industry. This study provides a guideline to the researchers and actual practitioners in formalizing and shaping up their future research works. Finally, the research findings emphasize on the need of applied and practical approaches of software development and contribution of the researchers in this regard.
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INTRODUCTION

The globalization that started in the last decade of twentieth century has become more intense during recent years. Like other sectors of the society (Cho, 2007) it has affected the IT industry in great. Unlike before, many options such as the most sophisticated software development processes, tools and technologies are available to the companies. The software development teams have now different alternatives in hand. Due to their characteristics and simple rules of development and light weight processes the agile based methodologies are being preferred by the companies. In the form of agile models, the software development teams have various options such as XP, scrum, crystal and pair programming.

Ramasubbu and Balan (2007) have attributed these changes to the impacts of IT globalization. As compared to the others, the effects of IT globalization are more visible on the field of information technology. Project outsourcing to offshore teams as a consequence, has emerged as the most promising practice. Ktata and Levesque (2009) have discussed the various factors that lead to the project outsourcing.
The agile based methodologies, project outsourcing and distributed offshore software development teams are considered as the outcomes of the IT globalization. The software engineering researchers have produced a large number of good quality works in the areas such as agile methodologies, software process improvement, requirement management, software quality assurance and software project management etc. A number of revolutionary works have been produced in these areas during past several years. Other areas of theoretical computer science, artificial intelligence and software engineering have also been explored by Safdar et al. (2009, 2011), Qureshi et al. (2009) and Hassan and Robertson (2008a, b). Bioinformatics has also emerged as a new applied field of interdisciplinary research in recent years. By applying techniques of IT in the field of biological sciences, had produced much diversified type of study in this field by Tambunan and Parikesit (2010), Amir et al. (2010) and Nasiri et al. (2010). In this study, the analysis is made on the changes appeared as the consequences of GSD and how practical solutions do agile methodologies provide to face its challenges.

In this study, we have presented the review of the contributory works produced by the researchers on agile based methodologies and GSD. The GSD is discussed in a way of its impacts on software development practices. The review is presented on the very selective good quality studies published in well recognized and indexed proceedings and journals.

Based on the analysis, we have made present recommendations on the future research directions and the best practices for the software industry. The outcome of the research is to provide guidelines to the researchers and practitioners to produce more applied and industry oriented works. This study aims to provide the support to face the challenges of IT globalization. Finally, future directions according to the requirements of the software industry are suggested.

GLOBAL SOFTWARE DEVELOPMENT (GSD)-A PARADIGM SHIFT

The consequences of globalization started to appear during 1990s. Globalization not only affected the political, social, cultural and economic aspects of present society but also the engineering and technological fields, especially Information Technology (IT) (Cho, 2007). The consequences of globalization on the IT industry appeared mainly in the form of project outsourcing practices which are also termed as offshore development (Gopal et al., 2002). This was the era of internet and the whole world was being realized as a global village. The developing countries such as Pakistan, China and India were providing good quality services of software development at cheap rates. It resulted into offshore development. Companies and investors (also called clients) outsourced their project to these countries to compete with the market. Project outsourcing was the advent of new generation of processes in software engineering (Akbar et al., 2010). It is believed that traditional software development approaches have gradually become obsolete. Many factors such as cheap labor, skilled developers, market competition and latest tools and technologies have been identified as the main reasons behind this paradigm shift (Akbar and Hassan, 2010b).

Till the late 1990s project outsourcing had become the most common practice in the software industry. Mostly projects were being outsourced to the offshore companies. Offshore development started a new debate among the researchers regarding the processes, project management and performance issues had been discussed by Akbar et al. (2010), Akbar and Hassan (2010a), Rao (2009), Sterba et al. (2008), Taylor (2005) and Kolawa (2004). Gopal et al. (2002) presented a conceptual model for offshore development as shown in Fig. 1.
Fig. 1: Conceptual model (Gopal et al., 2002)

According to Fig. 1, time, effort and rework are introduced as three factors to measure project performance. The quality processes, technical processes and communication and coordination have been identified as the variables that affect the project performance. Other variables that affect the project performance are shown in Fig. 1. The effect of each variable is determined through empirical data. The results show that the communication and coordination processes greatly affect the project performance. Realizing the importance of communication and coordination processes, Akbar and Hassan (2010a), Akbar et al. (2011) and Gopal et al. (2002) for offshore development and (Suci et al., 1997) in general have presented and discussed interaction strategies. They have described the interactions among major key roles of a software development project. Akbar and Hassan (2010a) and Akbar et al. (2011) for the first time presented a formal model in this regard that highlighted the importance of communication and coordination processes in outsourced projects and distributed environments.

Besides the success of projects outsourcing, a number of certain and uncertain risks are also involved in it (Akbar and Hassan, 2010b). A number of studies are available on risks for in-house and offshore development. Various models and frameworks to avoid and prevent risks have been presented by Lu and Ge (2003), Lu and Ma (2004), Debnath et al. (2006) and Verner et al. (2008). Major works in offshore development are observed on client based risks. Risks involved in offshore development from providers perspective are categorized into vendor specific and project specific (Taylor, 2005). The vendor specific risks are related to the commercial environment while risks to projects involve client and vendor factors, software package, location and processes. Akbar and Hassan (2010b) had presented a set of measures against the risks faced by outsourced projects where teams are distributed. Such risks are mostly related to the clients requirements, frequent modifications in requirements, interaction and communication problems, expertise of team resources, time constraints for testing, language barriers, geographical time differences, infrastructure facilities, job rivalry and poor project management. Software testing is the most critical phase of software development that takes around 40-70% of the
effort, time and cost (Kosindrdecha and Daengdej, 2010) of the software team. The set of measures presented by Akbar and Hassan (2010b) to handle such risks are very practical and applied in nature.

In another study Narayanaswamy and Henry (2005) has emphasized on the importance of the role of cross cultural issues in the performance of outsourced projects. In this regard, a road map to make a governance framework for distributed software development is presented in which characteristics of organizational level standardization, project execution, planning and infrastructure are discussed (Ramasubbu and Balan, 2008). For small and medium scale organizations, Rao (2009) described common issues and their solutions in outsourced projects such as contract management, demand supply management, documentation, tool support, cultural and team level. These approaches provide significant control over such issues.

In addition to the project outsourcing and offshore development, IT globalization has also changed the concept of traditional software development by introducing the third role of client in between two existing roles of customers and suppliers as shown in Fig. 2 (Cho, 2007).

The role of client in software engineering research works, model and framework is not new for the researchers and industry practitioners. Inspite of this fact no major contribution from the researchers on this important role has seen. Management studies group though had realized the importance of this factor very early. Understanding the clients perspective (Hills, 2007) in business management group is the key element of their policies and strategies. Unfortunately, researchers in the field of IT could not produce works on this important factor. Client in the software development projects is the key role player whose satisfaction determines the project success. The spider web model is believed to be the first model in software engineering that describes how to understand and maintain the clients perspective during software development (Akbar et al., 2010).

The authors have defined client's perspective in a way that how client thinks, how does he/she behave, responds, what are his/her requirements and what does he/she has in his/her mind. This definition of clients perspective is more similar to the definition of (Hills, 2007). According to the spider web model as shown in Fig. 3 and its cross section view of Fig. 4, during each iteration, the clients perspective should be maintained in each and every phase of the software development. As each iteration reaches to its acceptance point as shown in Fig. 3 and 4, it is handed over to the client. Acceptance point is the point when client approves the release of that specific build/iteration after confirming the completion of all the requirements and testing.

The spider web model is the new generation process model of client based software development and emphasizes on client or customers satisfaction. The model supports the agile rules. Client centric approaches are best suitable for the environments where clients exactly know what they want and even if they have no idea of what they want (Olberding, 2007). In this study, Chung et al. (2010) have referred customer's satisfaction as a part of overall organizational management activities.

In short, as the consequences of global software development, a paradigm shift from the traditional heavy weight approaches to the light weight agile based methodologies has been reported by many researchers. Since late 1990s till to-date the response to agile methodologies is
quite encouraging and still increasing. The sole reason behind this was the style of development emerged as a result of outsourcing projects to offshore teams.

**AGILE METHODOLOGIES-LIGHT WEIGHT PROCESSES**

As a result of Global Software Development (GSD), the light weight agile based methodologies appeared as a new generation of software development processes. The agile based methodologies are characterized by their light weight processes, quick and fast development pattern, short iterations and focusing on the completion of working code.

Numerous process models and frameworks of agile processes have been produced by a large number of researchers and practitioners. Therefore, to standardize such works in February, 2001, an agile manifesto (http://www.agilealliance.org/the-alliance/the-agile-manifesto/the-twelve-principles-of-agile-software/) comprising of the following twelve rules were formed (Turk et al., 2002):

- Present highest priority is to satisfy the customer through early and continuous delivery of valuable software
Welcome changing requirements, even late in development. Agile processes harness change for the customers competitive advantage.

Deliver working software frequently, from a couple of weeks to a couple of months with a preference to the shorter timescale.

Business people and developers must work together daily throughout the project.

Build projects around motivated individuals. Give them the environment and support they need and trust them to get the job done.

The most efficient and effective method of conveying information to and within a development team is face-to-face conversation.

Working software is the primary measure of progress.

Agile processes promote sustainable development. The sponsors, developers and users should be able to maintain a constant pace indefinitely.

Continuous attention to technical excellence and good design enhances agility.

Simplicity—the art of maximizing the amount of work not done—is essential.

The best architectures, requirements and designs emerge from self-organizing teams.

At regular intervals, the team reflects on how to become more effective, then tunes and adjusts its behavior accordingly.

All the models and framework that claim to be agile must need to qualify these twelve principles of agile manifesto. This was a remarkable achievement that led to the more standardized and goal oriented agile based approaches.

To stay competitive in the market, the clients/customers prefer to launch their products early in the market. This requirement of the clients keeps the developers under continuous pressure (Aoyama, 1998; Cusumano and Yoffie, 1999). As reported by Akbar et al. (2010), the ultimate requirement of the client is the completion of working code only. The support to release the working code early is provided in agile models as mentioned earlier by Turk et al. (2002). Based on agile principles, the agile developers believe in minimum or no documentation of the software development project, unlike traditional approaches. The principles of agile manifesto have started debates between supporters of agile methodologies and their critics. Two schools of thought are prominent in which one supports the agile based development and the others do not (Turk et al., 2002; Theunissen et al., 2003; Nerur et al., 2005). Two agile based methodologies Extreme Programming (XP) (Beck and Fowler, 2000; Fraser et al., 2000) and Scrum (Schwaber and Beedle, 2001; Rising and Janoff, 2000) among others are widely used by the developers due to the available support of fast paced development. Theunissen et al. (2003) discussed agile methodologies in connection with ISO standards. Software engineering researchers have produced a number of models and frameworks on agile based methodologies. Like other approaches, agile methodologies also have some limitations with respect to the different environments and project requirements. Turk et al. (2002) identified that agile processes provide limited support to the:

- Geographically distributed development environments
- Subcontracting
- Reusable components development
- Large team structures
- Quality control in safety-critical software
- Large and complex software systems
The disadvantages and benefits of agile processes that are claimed by Turk et al. (2002) are based on a set of assumptions. Therefore, their existence and non-existence in different environments may vary. As mentioned earlier that there is always a debate between agile supporters and traditional approaches supporters. In this regard, Nerur et al. (2005) has compared traditional approaches with agile based mainly on the factors such as control, project management style, roles of team members, formal and informal communication, role of client, process model and technology etc. The control of project, project management and role of client are considered as more important and critical in agile as compared to traditional approaches. Class (2001), Turner and Jain (2002), Fritzschke and Keil (2007), Paetsch et al. (2003) and Eberlein (2003) presented the similarities and differences between both approaches. It is strongly believed that all software engineering methodologies have limitations (Basili, 1996). In his framework (CHAPL) to understand the relationship between both traditional approaches and agile based methodologies, Jiang and Eberlein (2008) concluded that both have common philosophical origins and are technically compatible and complementary to each others. Therefore, a reasoning framework to determine the suitability and selection of software development processes for different kinds of development environments is required (Basili, 1996).

In addition to the other factors, the selection of software engineering methodologies also depends on size of the company, project the size and resources. Limitations of like financial, human etc., bounds the small companies to adopt light weight agile processes. Large companies with a large number of resources prefer more standardized heavy weight approaches. Most of the software development companies irrespective of their sizes have web applications development projects works. As compared to large companies, small companies face the uncertain situations many times during software development life cycles. Tarawneh et al. (2007) presented a five step model of the guidelines for the web application development in small software development companies. Light weight agile methodologies have proven to be the most result oriented methodologies for small as well as large companies. In developing countries about 80% companies are small and medium sized. Agile methodologies are equally beneficial for the company of any size because of being considered more success oriented. Agile methodologies for example Extreme Programming (XP) and Scrum have proved their worth in all kinds of environments. Aiken (2004) on overview of XP and has made recommendations on how pair programming, a form of XP, can be implemented. The development time of web based applications has remarkably been reduced to few months due to such advancements in technology and methodologies. The requirement gathering and management is the most critical phase of software development. Clear, understandable, precise and well managed requirements are critical for project success, client's satisfaction and tasks allocation. Austin and Devin (2003) believed that meeting requirements is necessary for projects but is not a mandatory condition. Many researchers believe that poor requirement engineering is the main reason of project failure. A framework for requirement analysis as a part of requirement engineering was proposed by Bastani (2007). The author has modified the existing methods and reproduced them into new model. The agile approaches due to their quick and light weight processes and maintaining minimum documentation have also been proved beneficial for web based development and requirement engineering. In this regard, the agile hypertext design method has been presented by Wills et al. (2007). In another study, Souza and Falbo (2005) have proposed an agile based standard architecture for web application development. In a South African empirical study of 69 projects, results show that agile practices are significantly beneficial in process improvement and project success which ultimately leads to the satisfaction of stakeholders (Ferreira and Cohen, 2008).
As believed by Basili (1996) that all software engineering methodologies have limitations, it is also believed that there always exists a margin for improvement process. Agile based methodologies have proven their applicability in the software industry. Still a lot of study needs to be done by the researchers and actual industry practitioners to make further improvements and extensions in agile models according to the ultimate requirements of the software industry.

The contribution of both academic researchers and industry practitioners is required in the form of joint research projects. It would help in bringing the industry best practices and problems in the research focus and providing solutions for them to face the challenges of GSD.

**GSD-IN THE LONG RUN**

From last twelve years GSD has profoundly given the new directions to the software development. The evolution in software development processes is gradually taking place since years (Zhang et al., 2010). It has introduced numerous new practices, trends and standards of software development. From centralized co-located team structures, it has distributed them to the geographically remote locations. This is just the beginning. As distributed infrastructures are getting more popular, in the coming days portable software development would be the next era of software development. The travel that started with the project outsourcing to offshore teams, due to the limitations of resources and infrastructure constraints, portable development would be the next step. The product of GSD in the form of agile processes has already decreased the dependency on formal processes and resources. The agile model due to its limited support in particular conditions would lead to boundary-less, portable kind of development behaviors. The most advanced ways of interaction and communication on the other hand have also finished the need of co-located teams and office space. Though big giants in software development have started portable development but in coming years it would be a common practice of majority of the companies. Especially small and medium scale organizations would prefer it due to limited resources to save cost. The software engineering researchers need to extend their research works on agile to provide support for such kind of portable development environments.

**CONCLUSION AND FUTURE WORK**

GSD or IT globalization has introduced numerous new approaches of software development. The traditional rules of development have been changed. Agile processes have been emerged as incremental, short iterative in nature and quick releases methodologies. GSD has shortened the geographical distances. Advanced ways of communication are available. The beginning of the project outsourcing to geographically distributed offshore teams has completely reshaped the existing practices. Inspite of this, to meet the rapidly changing trends, the more applied and practical approaches and standards for software development processes are required. Applied and sustainable processes are required to solve the industry issues. Though contribution from the researchers in this regard has been quite good but it is not fulfilling the requirement of the software industry. In its current form, it is unable to provide solutions to the industry problems. More concrete efforts both by the software engineering researchers and actual practitioners are required.

Agile software development processes have proven their worth in the software industry but still the procedures of requirement engineering, interaction communication and distributed development need to be further improved and formalized. For large, complex and critical systems, an improvement in the existing agile based methodologies is required. A dynamic framework for filtering the best agile based practices in various conditions is required. In this regard we are
working on a framework to provide support in agile for distributed offshore development. As we have observed, agile processes would gain more response of the researchers and practitioners in coming days.
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