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Abstract: Aspect mining aims to identify crosscutting concerns in legacy systems. The code implementing a crosscutting concern is often spread over many different parts of an application. Identifying such code automatically greatly improves the maintainability of the application and enables migration of existing (object-oriented) programs to aspect oriented ones. In this study, we present a model driven approach for aspect mining, which automatically identifies desirable candidates concerns, without requiring input from the user. The aspect miner acts as a model transformer converting the program model to a concern-oriented model. This model is more abstract and it is constructed by using a concern library. The concern library give concern descriptions in terms of plans.
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INTRODUCTION

Programs are typically designed with a principal decomposition in mind, but some functionalities will arise which cannot be assigned to a single unit in such decomposition. This kind of functionalities are called crosscutting concerns because they involve more than one decomposition unit. Examples of crosscutting concerns are persistence, synchronization, exception handling, error management and logging. In fact, code treating this kind of functionalities is scattered through all the units participating in the concern. Crosscutting concern’s code is also mixed and confused with the rest of the code in each unit. This problem is known as tangling.

A classic example of a situation with concerns that are tangled in a class is the programming of shoppingcart (Fig. 1). This code mixes business logic with logging concern. The Logging concern is a particular set of program points which should log some particular data.

Aspect oriented programming (AOP) captures crosscutting concerns by defining special classes called aspects (Kiczales, 1997), just as the crosscutting concerns that they capture. We illustrate in Fig. 2 the logging aspect corresponding to the code of shoppingCart. This aspect keeps the logging out of the business logic. It places a pointcut (Aspect et al., 2001) on every public call to any method contained in shoppingCart class. This allows the aspect to do all logging necessary when a call

import java.lang.reflect.*;
public class ShoppingCart { private List items = new Vector();
public void addItem(Item item) {
System.out.println("Log:"+this.getClass().getName());
items.add(item);
}
public void removeItem(Item item) {
System.out.println("Log:"+this.getClass().getName());
items.remove(item);
}
public void empty() {
System.out.println("Log:"+this.getClass().getName());
items.clear();
}

Fig. 1: Logging concern tangled in shoppingcart class

public aspect LoggingAspect {
pointcut loggedMethods(ShoppingCart shoppingcart):this(shoppingcart) && (execution(void ShoppingCart.*(...)));
before(ShoppingCart shoppingcart):
loggedMethods(shoppingcart) {
System.out.println("Log:"+shoppingcart.getClass().getName());
}

Fig. 2: Logging aspect
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is made to the methods of this class. The logging is now
done in the before advice.

Code scattering and code tangling are problems that
affect applications in a systematic way. Aspect mining
aims to identify crosscutting concerns in legacy systems.
Automatic aspect mining would not only prevent legacy
systems from accumulating scattered and duplicated
code, but also enable migration of legacy systems to
Aspect oriented programming.

In this study, we introduce an alternative approach to
aspect mining, in which the code is treated as multiple
inter-related concerns. The aspect mining process acts as
a model transformer converting the program model to a
more abstract one by using a concern library. The concern
library give concern descriptions in terms of plans.
Several works have shown the value of programming plan
in program understanding (Soloway and Ehrlich, 1984).
The term plan has been used in program
understanding literature to denote two different things.
In some literature (Soloway, Ehrlich, 1984), plans are
viewed as program fragments which represent an
abstract programming concept or a stereotypical action
sequences. Other literature (Kozaczynski and Ning, 1994;
Kozaczynski et al., 1992) views them as units of knowledge
necessary for identifying abstract programming concept. In this study, we have used plan to
refer to a unit of knowledge required to identify a
crosscutting concern.

**BACKGROUND: ASPECT MINING APPROACHES**

Aspect mining is described as a specialized reverse
engineering process (Loughran and Rashid, 2002;
Deursen et al., 2003), which is to say that legacy systems
(source code) are investigated (mined) in order to
discover which parts of the system can be represented
using aspects. This knowledge can be used for several
goals, including reengineering, refactoring and program
understanding.

The research in aspect mining has known different
approaches (Bounour and Ghoul, 2005). It has start with
tools that can be categorized as being exploratory. Such
tools aid a developer in manually browsing the code while
looking for crosscutting concerns. Examples of such
approaches are Aspect Browser (Grisswold et al., 1999),
Aspect mining tool (Hannemann and Kiczales, 2001),
Feat (Robillard and Murphy, 2002) and Jquery
(De Volder, 2002). Both require an input from the user
and depend on the user's understanding of the
software to be mined.

Another group of approaches aim to automatically
detect aspects. A number of these are based on the idea

**A MODEL-DRIVEN APPROACH**

Our approach perceives the program as a set of
centers interrelated by different kind of relationship. The
purpose is to reconstruct the hierarchy of concerns
implemented by the actual program. The aspect mining
process aims to identify and locate the relevant
crosscutting concern in the source code. We consider
this process as driven by abstract model of concerns
described in the concern library. The concern miner will
analyse the source code (program model) and verify if the
code implements models of concerns. The concern miner
acts as a model transformer converting program model to
more abstract one by using concern library. The mapping
from the concrete occurrences of concerns in the program
to the concern-oriented model can be perceived as model
transformation (Fig. 3).

**Program model:** We use a program model which abstracts
the code by eliding implementation details. And it
augments code by making the dependencies between
different elements explicit.
Plan Logging;
Precondition: \( \exists \) log.statement.
Postcondition:
Data_flow (log.statement, *)
Control_flow (log.statement, *)
End.

Fig. 4: Programming plan of the logging concern

Formally, a program is represented as \( G_p = (V_p, E_p) \) where \( V_p \) is a set of vertices and \( E_p \) are directed edges which represent interactions between classes. A vertex in \( V_p \) can be one of three types.

**Class vertex (C):** Represents a global class, considered without its members.

**Field vertex (F):** Represents a field member of a class.

**Method vertex (M):** Represents a method member of a class.

An edge in \( E_p \) can be one of six types, depending on the type of vertices it connects: \( (M,M), (M,F), (M,C), (C,C), (C,M) \) and \( (C,F) \). Edges are labeled with the semantic relationships they represent.

At each call site in the method, a call vertex is created for connecting the called method and there is an actual-in vertex for each actual parameter and an actual-out vertex for each actual parameter that may be modified by the called method. Each formal parameter vertex is control-dependent on the method entry vertex and each actual parameter vertex is control-dependent on the call vertex. Some special kinds of dependence arcs are created.

A call dependence represents call relationships between a call method and the called method and is created from the call site of a method to the entry vertex of the called method.

**Concern library:** Each crosscutting concern is described in the library via a plan. The plans stored in the library are used in identifying crosscutting concern. They are used as an inference rule. Their structure is divided into two parts: precondition and postcondition.

In general the precondition represents the key statements of the concern. For some concerns such as synchronization they are often dealt by using synchronized methods or synchronization statement (wait, join...). For other concerns, such as logging and state change updating they are implemented as a single method that is called from a wide spread number of places in the code. So, the Logging concern will exist if there exist a statement matching the part precondition of the plan (Fig. 4). The postcondition represents all statements participating to the implementation of the concern by control and data flow dependencies.

**Concern-oriented model:**

- **Concern-oriented view:** When concerns are identified the concern miner gives an abstract model of the program. The program is described as an hierarchy of concerns identified, which we call concerned-oriented model.

  Formally the concern-oriented model is defined as a conceptual graph \( C = (G_p, E_p) \) where \( C_i \) are concerns identified and \( E_j \) are relations between the concerns. We define two relations between concerns, which are **inside** and **after**. We say that a concern \( C_i \) is inside a concern \( C_j \) if \( C_j \) is a part of the concern \( C_i \). The concern \( C_i \) is after \( C_j \) if it is outside \( C_i \) and after it (Fig. 5).

  The model refinement is a direct manipulation technique designed to aid programmers in studying the details of a concern’s implementation in the source code. Each concern has its own refinement view (Fig. 6). It is described via classes, methods and fields participating to its implementation. In this way, the programmer can control the gradual exposition of implementation details about concerns.

**CONCLUSIONS**

Many of aspect mining tools are semi-automatic, which means they require some form of input by the developer. More advanced tools, which are able to identify aspects without human intervention, are based on static analysis (clone detection techniques, formal concept analysis, Fan in), or dynamic analysis. Although, these tools are limited. Full automation of aspect mining process remains a lofty goal.
In this paper, we have presented a model driven approach for aspect mining which detect aspect automatically. The approach is based on knowledge of crosscutting concerns, described by the concern library. Each concern is described via a plan. The mining process transform the program dependence model to a concern-oriented model.

We have developed a prototype of the model-driven mining tool for Java programs. The tool have been tested for short program Java which contains logging, trace and synchronization concerns. The first tests of the tool have encouraging results.
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