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Abstract: Component-based software development is an approach that has many benefits, such as improving application developer productivity, reducing costs and complexity by reusing of existing code. Programming in this approach is like assembling (i.e., composing software out of prefabricated components) rather than development, which reduces skill requirements and lets expertise focuses on domain problems. Component model is the cornerstone of any CBSD methodology, which defines what components are, how they can be constructed and specifies the standards and conventions that are needed to enable composition of independently developed components. The current component models focus on the specification and packaging of components but provide almost no support for the easy composition. Component composition techniques used in these models apply either direct or indirect message passing as connection schemes, which lead to tight coupling (i.e., components mix computation with control). Therefore, we propose the mediator connector which is similar to a communication hub. It initiates method calls and manages the returns and also provides loose coupling. Mediator connector is a framework and can be reused without any modification. The major contribution of this research is we have successfully defined no explicit connector and direct message passing between components and components are loaded into the framework dynamically during runtime based on the attachment. The attachment is the compositional configuration that defines the interaction between components, which is similar to Component Definition Language (CDL) in Koala component model or Architecture Definition Language (ADL). We illustrate the feasibility of mediator connector by building a simple bank system and evaluate the loose coupling by applying Coupling Between Objects (CBO) metrics.
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INTRODUCTION

The design process in mechanical or electrical engineering disciplines is based on reuse of existing system or components. Engineers in these disciplines use the components that have already been tried and tested in other system, instead of reinventing the wheel.

Although the benefits of reuse have been recognized for many years, it is only the past 15 years that it has been an evolution from original software development to reuse-based development (Sommerville, 2004).

Many techniques have been developed to support software reuse during the past 20 years. Reuse is possible at different levels (from simple function to complete application). One of these techniques which have been emerged in the late 1990s as a reuse-based approach to software system development is the Component-based Software Development (CBSD). CESE is the process of defining, implementing and integrating or composing loosely coupled and independent components (Szyoperski et al., 2002) into systems.

Composition of software components is a fundamental issue in the component-based software development involving the process of creating component instances, configuring and assembled them together to form composite components or application. Unfortunately, almost all existing component models focus on the specification and packaging of components but provide almost no support for the easy composition of components (Selamat et al., 2007). There are many different techniques and approaches such as scripting languages (Oosterhout, 1998; Beazley, 1996; Wall et al., 2000), composition languages (Lunpe et al., 1997; Oscar and Meijler, 1995; Aichern, 2001; Weerawarana et al., 2001; Microsystems, 2001), wrapping (Heineman and Ollemens, 1999), using software buses (Puttolo, 1994) and connectors (Shaw and Garlan, 1996; Mehta et al., 2000) for software component composition, which focus on composition of components to providing a specific functionality. Taxonomy of existing component models done by Lau and Wang (2005) reveals that none of these models support and composition in both design and
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deployment phase. The connection schemes used in these models fall under two categories: direct and indirect message passing, where as both of them lead to tightly coupling (Lau et al., 2005).

In order to minimize coupling and to maximize separation of control from computation, (Lau et al., 2005) proposed the exogenous connector (Fig. 1), which encapsulates control and data flow between components. Although comparison of exogenous connector with ADLs: Acme and C2 show that the former offers some advantages in the separation of control and communication, the obvious possible disadvantage of the exogenous connector is its significant connector levels that may lead to object overheat and communication inefficiency. In Fig. 1, we can see that B2, B1, BC1, ATM, BC2, B3 and B4 are computation units or components and the rest are compositional units in exogenous connector. The connector to component ratio is high and growing exponentially as number of components increases imply the inefficiency.

**MATERIALS AND METHODS**

Software components are sometimes compared to hardware components and the implication is that the composition of software components should be as easy as that to hardware components. When components are tightly coupled is hard to reuse them in other systems since they depend on each other. Tight coupling also leads to monolithic systems, where one can’t change or remove a class without understanding its design and dependency of other classes. The maintenance of such systems becomes very hard. In contrast, loose coupling increases the probability that a class can be reused by itself and that a system can be well-read, modified and extended much easier.

Design patterns proposed by Gamma et al. (1994) plays a pivotal role, when objects come to interact with each other. Among the design patterns, mediator pattern provides decoupling between objects.

**Fig. 1: Architecture of a bank example using exogenous connector (Lau et al., 2005)**

**Fig. 2: A bank system using mediator design patterns**

**Fig. 3: Interaction diagram**

With the mediator pattern communication between components is encapsulated with a mediator object. Objects no longer communicate directly with each other, but instead communicate through the mediator. This reduces the dependencies between communicating objects, hence reduce the coupling. Nevertheless, this indirect message passing technique still leads to tight coupling because its controls are originated from the components and not from the mediator object.

The concern of interaction or collaboration between components can be found when evolution of software engineering comes along way from machine-level language to procedural programming and then to object-oriented programming and now to component-based software development. An interaction is a set of activities that happen for a specific use case in a system, based on the ability of components (requires and provides services) to send messages to each other.

The interaction between components can be different from one system to another. However, we consider the
interaction between components as a separate issue in our model. An interaction is a sequence of method calls to components connected to a mediator connector which can be defined in design as well as deployment phase. Fig. 3 shows the interaction of ATM, aBankCon1 and aBank1 components are interacting via mediator connector. There is no direct message passing in between these components.

**Mediator connector:** In this section, we introduce mediator connector as a composition operator for loosely coupled software components. The mediator connector is inspired by the mediator design pattern, in which the relation between components can be many-to-many or intersecting.

The composition of components using mediator connector is based on interactions between components as a subset of behavior in a system. The interactions are described in an attachment which is similar to Component Definition Language (CDL) in Koala component model (Van Ommering *et al.*, 2000) or Architecture Description Language (ADL). The description of each interaction is a usage scenario of a potential way the system is used. An interaction description is also used to explore the logic of an operation, function and method.

Mediator connector initiates and coordinates method calls to the components and handles their results. Thus it encapsulates communication. From another point of view, mediator connector is similar to a communication hub. The control originates from the mediator connector which leads to total loosely coupling between components and mediator connectors. Figure 4 shows the process of building up a system by using mediator connector. Interaction diagrams uses only for definition of interaction in attachment (i.e., no coding in application).

For each specific use case in the system, the component interaction are described (conforming the attachment syntax) in the attachment. Mediator connector will parse the attachment and build up the system by initiating all the components and the connections (method calls) described in each interaction. Each interaction (sequence of method calls) can be run by invoking the run method in mediator connector giving the name of interaction as in-parameter.

**Implementation:** In all interaction descriptions, the following objects are typical: interaction, components, messages (method calls) and possible parameters (in/out). Thus in order to implement our mediator connector as a framework, we designed the mediator connector as shows in Fig. 5.

The mediator connector is implemented in Java programming language which is as good as any object oriented language. In our composition method, a component is semantically a Java class with (i) provides services (public methods), (ii) code that implements the provide services, however components do not request services in other components. Actually, mediator connector will invoke their provide services externally. Figure 6 shows the class diagram of mediator connector and the relations between the classes.
Fig. 6: Mediator Connector class diagram

We may have multiple interactions in an attachment and a component or a method call repeats many times. To avoid instantiating and allocating a huge number of the same components as well as other objects, we use the Flyweight design pattern which shares a limited number of those objects. This can be detrimental to a system's performance. Mediator connector does not directly instantiate components; instead it gets them from a factory. The factory first checks if it has a flyweight component that fits the request specific criteria (e.g., a unique id and class name), if so, the factory returns a reference to that component. If the factory cannot locate a component for the specified criteria, it instantiates one, adds it to the pool and returns it to the client.

Since components are not allowed to send a message (method call) to the other components, components are wrapped in a ComWrapper (i.e., for each component in a system creates a ComWrapper object by ComWrapperFactory). This enables all the methods of a component to be invoked dynamically by ComWrapper using Java reflection.

Each interaction creates an Interaction object by InteractionFactory. Each interaction consists of a sequence of method calls to components with possible in-parameter(s) and out-parameter(s). Each method call is labeled by a class id and a class name, which indicates to which component it belongs. Then for each method call definition, the mediator connector creates a MethodCall object by using MethodCallFactory, where the name of the method and a reference to the component it belongs to is encapsulated. If a method call has in-parameters, Parameter object will be created by ParameterFactory and sets the references to indicate to which method call it belongs to. It also hold true for out-parameter.

The design of mediator connector makes it as a template which can be stored in a repository in the same way components are stored. The instance of mediator connector is created and deployed along with component instances.

Figure 7 shows the constructor code of mediator connector, where all factory objects are created.

Figure 8 shows the summarized of the code for building up structure of behavior in a system by parsing an attachment file. We have implemented a parser which is embedded in mediator connector. The parser receives an attachment file and creates proper objects with their references. An interaction can be run from anywhere.
(such as an event in the user interface), with minimum of
code writing as shown in Fig. 8.

A bank system example: Figure 9 is an attachment for a
bank system with possible interactions and
configurations.

Using the above attachment, we can illustrate the
bank system's behavior by considering the operation of
the Withdraw. The interaction starts when a customer
intends to withdraw money from his account. The
operation starts by calling the mediatorCon.run
(Withdraw) as shown in the Fig. 8.

```java
// Creates a new instance of mediator connector
mediatorCon = new MediatorConnector();

// Parsing attachment file and building the system objects structure
if (file != null)
    mediatorCon.StartParser(file.getAbsolutePath());
else
    System.out.println("Couldn't parse the file: "+file.getName());
    return;

………………

// Running an interaction, giving the name of interaction
mediatorCon.run("Withdraw");
………………
```

Fig. 8: Part of the code for the bank system using mediator connector

```java
Attachment{ 
    Contains{
        Component = ("atm", "ATM")
        Component = ("bc1", "BankCon")
        Component = ("bc2", "BankCon")
        Component = ("b1", "Bank")
        Component = ("b2", "Bank")
        Component = ("b3", "Bank")
        Component = ("b4", "Bank")
    }
    Interaction = "Withdraw" {
        customerInfo = atm.ReadCard()
        BankConId = atm.getBankConId(customerInfo)
        BankCon = mediator.getBankCon(BankConId, customerInfo)
        BankId = BankCon.getBankId(BankCon, customerInfo)
        Bank = mediator.getBank(BankId, customerInfo)
        Bank.Withdraw(customerInfo)
    }
    Interaction = "Deposit" {
        customerInfo = atm.ReadCard()
        BankConId = atm.getBankConId(customerInfo)
        BankCon = mediator.getBankCon(BankConId, customerInfo)
        BankId = BankCon.getBankId(BankCon, customerInfo)
        Bank = mediator.getBank(BankId, customerInfo)
        Bank.Deposit(customerInfo)
    }
………………
}
```

Fig. 9: A simple bank system example described in an attachment
Fig. 10: System architecture using mediator connector as composition operator.

should be sent to is not identified. This will be done by mediator connector at the run time by using the result from previous calls.

Figure 10 shows an application architecture composed by loosely coupled components. Components are wrapped in the wrapper objects, which can interact with mediator connector and it's through user interface that we can interact with mediator connector.

**Evaluation:** The blank system example in the previous section demonstrates the feasibility of mediator connector in composing components based on their interaction definition. Composition of loosely coupled components makes it simpler for system maintenance and evolution (i.e., managing changes in both components and also mediator connector).

The most obvious advantage of the mediator connector is the use of attachment as the composition constructor. This provides a paradigm in software development, in which components can be easily unplugged and replaced due to the flexibility in defining their interaction independently. Our approach is also not far from the way the developers are used to develop a system (i.e., they don’t need to learn a new programming language in order to use mediator connector).

To measure the coupling between components, which is the main objective of this research, we have selected Coupling Between Objects class (CBO = Number of classes to which a class is coupled) metric developed by Chidamber and Kemerer (1994) to measure the static coupling between components in order to show that mediator connector provides loose coupling.

Coupling is defined as two objects are coupled if and only if at least one of them acts upon the other (Fenton, 1994). In other words, since coupling is the degree of interaction between classes, the basic idea underlying all coupling metrics is very simple: count how many inter-class interactions there are in the system. Multiple accesses to the same class are counted as one access.

Suppose there is a system including a set of components C = \{C_1, C_2, ..., C_n\}, where n is the number of components in the system. If Coup(\(C_i\)) is the CBO of \(C_i\), then total CBO of components used in a system will be:

\[
TCBO = \sum_{i=1}^{n} Coup(\(C_i\))
\]

A component may have a group of classes working together toward a common end; a subsystem, which shouldn’t be counted as coupling compare to object classes. That’s why we designed a measurement framework which is more accurate in order to measure the coupling between components using mediator connector.

According to above definition if we assume that \(T_{\text{total}}\) is the total CBO of components before composition in a system, \(T_{\text{mcp}}\) the total CBO of components after
Table 1: Measurement values of CBO components in an aspect J control flow graph builder tool

<table>
<thead>
<tr>
<th>Components</th>
<th>T_{def}</th>
<th>T_{exe}</th>
<th>T_{ref}</th>
</tr>
</thead>
<tbody>
<tr>
<td>Build data</td>
<td>0</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>File loader</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Graph builder</td>
<td>10</td>
<td>11</td>
<td>10</td>
</tr>
<tr>
<td>Splash screen</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Main frame</td>
<td>19</td>
<td>22</td>
<td>20</td>
</tr>
<tr>
<td>Total</td>
<td>29</td>
<td>34</td>
<td>30</td>
</tr>
</tbody>
</table>

Table 2: Measurement values of coupling between components in a simple bank system

<table>
<thead>
<tr>
<th>Components</th>
<th>T_{def}</th>
<th>T_{exe}</th>
<th>T_{ref}</th>
</tr>
</thead>
<tbody>
<tr>
<td>ATM</td>
<td>0</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>Bank</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Bank consortium</td>
<td>0</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>Teller machine</td>
<td>22</td>
<td>25</td>
<td>23</td>
</tr>
<tr>
<td>Total</td>
<td>22</td>
<td>27</td>
<td>23</td>
</tr>
</tbody>
</table>

Table 3: Measurement values of coupling between components in an MP3 player system

<table>
<thead>
<tr>
<th>Components</th>
<th>T_{def}</th>
<th>T_{exe}</th>
<th>T_{ref}</th>
</tr>
</thead>
<tbody>
<tr>
<td>Play list manager</td>
<td>3</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td>MP3 file</td>
<td>7</td>
<td>7</td>
<td>7</td>
</tr>
<tr>
<td>Main frame</td>
<td>10</td>
<td>12</td>
<td>11</td>
</tr>
<tr>
<td>Total</td>
<td>20</td>
<td>22</td>
<td>21</td>
</tr>
</tbody>
</table>

Table 4: Measurement values of coupling between components in a display map system

<table>
<thead>
<tr>
<th>Components</th>
<th>T_{def}</th>
<th>T_{exe}</th>
<th>T_{ref}</th>
</tr>
</thead>
<tbody>
<tr>
<td>Address finder</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Post code stripper</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Scale reader</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Mapper</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Main frame</td>
<td>4</td>
<td>8</td>
<td>5</td>
</tr>
<tr>
<td>Total</td>
<td>6</td>
<td>10</td>
<td>7</td>
</tr>
</tbody>
</table>

Finally \( T_{\text{CBP}} \) in a system composed by \( n \) components can be defined as follow:

\[
T_{\text{CBP}} = \lfloor T_{\text{def}} - T_{\text{exe}} - T_{\text{ref}} \rfloor
\]

The result of applying above measurement framework on four case studies is shown in Table 1-4.

Measurements in all four cases show that the \( T_{\text{CBP}} \) using mediator connector in a system is always:

\[
| T_{\text{def}} - T_{\text{before}} | = 1
\]

A system composed by components using mediator connector has only one object reference and that is a reference to the mediator connector instance. On the other hand mediator connector does not have any reference to the components. All connections for message passing will be created at runtime according to composition definition in the attachment. This leads to totally loose coupling between components and mediator connector, which increase reusability of components. This means that there is no need of changing, modifying, or customizing the components in order to reuse them in other system.

Fig. 11: Outline code of a bank system using exogenous connector (Lau et al., 2005)

**Comparison with exogenous connectors:** The implementation of a bank system using exogenous connectors in Fig. 11, demonstrates the creation of all component instances. This leads to that the \( T_{\text{def}} \) in a system using exogenous connector is always equal to \( n \).

All levels of exogenous connector are tightly coupled to each other and also invocation connectors to components (computation units). Adding or removing a component change the whole structure of connectors in the system.
CONCLUSION

In this study we have presented mediator connector for composition of loosely coupled software components based on the interaction between components. We also have presented its definition, implementation and showing its feasibility by building a small bank system using loosely coupled components. Mediator connector uses an attachment where the interactions between components are described. The attachment we have presented is at the preliminary stage; however we are working on its format and syntax in order to make it well-formed as a generic framework for describing the components and the interaction between them. So far we have only used sequential composition and the connector we presented belongs to the deployment phase. We are studying the ability of our approach for design phase, where the composite components can be constructed and deposit in a repository. We believe that our approach is a novel development methodology towards the component oriented development paradigm.
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