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**Abstract:** Software reusability is an attribute that refers to the expected reuse potential of a software component. Software reuse not only improves productivity but also has a positive impact on the quality and maintainability of software products. The move toward reuse is becoming so widespread that it has even changed software industry’s vocabulary. This study reviews the research literature on the concept of Software Reusability (SR). This study was conducted to provide a systematic review of the literature identifying the definition, approaches, benefits, reusability levels, factors and adaption of software reusability. A systematic review was carried out of the research dealing with the content of software reusability, a literature search was conducted on several electronic databases. Studies published from the years 1977-2013 were considered and were selected if they described an evaluation of information and communication technology intervention to software reusability. In addition to that, a systematic review has been investigated on software reusability approaches and benefits. A deep investigation has been conducted on the definition, approaches, benefits, reusability levels, factors and adaption of software reusability. The concept of software reusability comprised of 11 approaches includes, design patterns, component-based development, application frameworks, legacy system wrapping, service-oriented systems, application product lines, COTS integration, program libraries, program generators, aspect-oriented software development and configurable vertical applications. Despite the rapid advancement in information and communication technology over the last decade, there is a limited evidence suggesting the adoption of software reusability. This study will help the information and communication technology industry to clarify how software reusability can benefit them by adapting the software reusability approaches.
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**INTRODUCTION**

Software penetrate in our daily life, possibly there is no other human-made material which is more omnipresent than software in our modern life. It has become essential part of many parts of society, shopping, telecommunications, home appliances, airplanes, personal entertainment, auditing, automobiles etc., In particular, technology and science demand high-quality software for making improvements and breakthroughs (Singh et al., 2010). Furthermore, Gill (2006) said the software development community is steadily moving toward the widespread software reuse where any software can be derived from the existing code. As a result, a growing number of software developers are using software not just as all-inclusive system, but also as module parts of bigger system. The reusability of code does not give the meaning that we will be able to copy-paste the same code in many parts in the system. In fact, it exactly means the opposite thing. Particularly, a piece of reusable code means that the same code can be reused in many parts without re-writing it (Singaravel et al., 2010).

Software reuse has been practiced since programming began. Reuse as a distinct field in software engineering, active areas of reuse research in the past twenty years comprise reuse libraries, reuse design, design patterns, component, generators, domain engineering methods and tools, measurement and experimentation, domain specific soft-ware architecture and business and finance. Significant ideas evolving from this period comprise systematic reuse, reuse design principles (Budhija and Ahuja, 2011).

The idea behind building reusable component is to design interchangeable parts from other industries to the
software field of construction. Building Reusable software components is newest tendency in the field of software construction. There are many work products that can be reused such as source code, specifications, designs, documentation and architectures (Jalender et al., 2012).

Software reusability is one approach that should be given due consideration for the benefits it brings. A good software reuse process is able to facilitate the increase of productivity of program design, development reliability of software product and the decrease of costs and implementation time (Burgin et al., 2004). Also reusability method is able to enhance the quality of the end product and also save time and cost (Sharma et al., 2009).

There is a limit evidence suggesting the adaption of software reusability in the industries, the industries fail to see how software reusability can benefit them in the long-term. Clearly there is a need to expand the software reusability concept so it will reach to more and more industries.

**METHODOLOGY**

A systematic literature search was conducted on eight databases. The databases were ACM Digital Library (DL), COMPENDEX, Emerald, IEEE Xplore Digital Library, ProQuest ERIC, Science Direct Backfiles Collections, Scopus and Springer Online Journal Collection, the search was performed using thesaurus terms and free text words, combining them in an appropriate way. The terms used were: software reusability, design patterns, component-based development, application frameworks, legacy system wrapping, service-oriented systems, application product lines, COTS integration, program libraries, program generators, aspect-oriented software development and configurable vertical applications. In addition, free text words were ANDed and ORed with the appropriate thesaurus terms and other search statements. English-language articles published in peer-reviewed journals from the year 1977 up to 2013 were included.

Iterative inclusion and exclusion selection criteria were developed and applied during two rounds of duplicate screening in our systematic review as shown in Table 1.

In the first round, titles and abstracts were screened by the author independently to retain articles featuring software reusability or any of its approaches. For the second round a screening of full-text articles were independently assessed and articles were selected. During the two rounds, the inclusion and exclusion were refined. Articles were excluded if they were out of our research scope. Publications that studied the same technology and approaches technology were grouped.
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**Fig. 1:** Selection process for study inclusion

<table>
<thead>
<tr>
<th>Table 1: Iterative inclusion and exclusion selection criteria</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Round 1: Review of title and abstract</strong></td>
</tr>
<tr>
<td>Inclusion criteria</td>
</tr>
<tr>
<td>Study generally the software reusability and its approaches</td>
</tr>
<tr>
<td><strong>Round 2: Review of full text articles</strong></td>
</tr>
<tr>
<td>Inclusion criteria</td>
</tr>
<tr>
<td>Must have an evaluation component (qualitative, quantitative or both)</td>
</tr>
<tr>
<td>Exclusion criteria</td>
</tr>
<tr>
<td>Focus on the definitions of software reusability</td>
</tr>
<tr>
<td>Focus on the approaches of software reusability</td>
</tr>
<tr>
<td>Focus on the benefits of software reusability</td>
</tr>
</tbody>
</table>

Initially the search yielded 682 papers. These papers were reviewed to exclude articles that did not meet the selection criteria: (1) Focus on the definitions of software reusability, (2) Focus on the approaches of software reusability, (3) Focus on the benefits of software reusability and (4) Paper written in English. Papers were retrieved for more detailed evaluation. The final number of papers included in the review was thus 142 as shown in Fig. 1. A total of 540 papers were excluded on the basis of the criteria specified in both rounds.

**PRE-STUDY**

Software reusability relates to using formerly written software in the form of specification, design and code. It is a practice which is widely observed in the process of development for most projects as it brings about several advantages.

**Definition of software reusability:** There are many definitions of software reusability. Software reusability is an attribute that refers to the expected reuse potential of
a software component (Kaur et al., 2012). Software reusability is defined as the degree to which a software module or other work product can be adapted in more than one software system or computer program (Fazal-e-Amimm et al., 2010). Jalender et al. (2012) claimed that software reuse is the use of engineering information or artifacts from existing software to build a new system, Software reuse is the use of existing software to construct new software. This is further emphasised by (Jalender et al., 2011) and (Singh et al., 2011) who said that software reuse is the process of building software systems from existing software rather than building them from scratch.

Kamalraj et al. (2009) said that the concept of software reusability can be reintroduced in new problem domain to reduce the required efforts and resources for constructing the software system. Furthermore, Rothenberger et al. (2003) mentioned that software reusability is a technique employed to address the required need for enhancing software development efficiency and quality.

According to Sharma et al. (2009) who defined software reusability as a tool to reduce development time and cost of the software. Carey et al. (2008) reinforce this statement by saying that software reusability is also labeled as one which offers significant developments in software quality and productivity whilst reducing development costs.

Kim and Stohr (1998) stated that software reuse is the use of software assets from all phases of the software development in new applications and needs to be seen in the context of a total systems approach. Reusability is the likelihood a piece of source code that can be adapted and used again to add new functionalities with minor or no changes (Budhija and Ahuja, 2011).

According to Gill (2006) software reusability is an aspect that refers to the expected reusability potential of a software component. Moreover, reusability is considered as a form of usability. Software reuse is the process of updating or implementing computer programs or software systems using existing software assets (Burgin et al., 2004).

A study by Sandhu and Singh (2008) stated that software specialists have recognized reusability as a powerful technique of potentially overcoming software crisis apart from the significant improvements in software quality and productivity. Software reusability is an effective way of solving software crisis and improving software quality and productivity (Zhang et al., 2008). This is further emphasised by Sandhu et al. (2010) who said that software reusability is a primary attribute of software quality. Based on the definitions discussed above, Table 2 summarize the definition of software reusability.

### SOFTWARE REUSABILITY APPROACHES

There are eleven software reusability approaches (Jalender et al., 2012; Kaur et al., 2012; Sommerville, 2004; Singh et al., 2010), which are design patterns, component-based development, application frameworks, Legacy system wrapping, Service-oriented systems, Application product lines, COTS integration, Program libraries, Program generators, aspect-oriented software development and configurable vertical applications.

**Design patterns:** In recent years, the influences of design patterns on the quality of softwares have attracted the increase of attention in the area of software development, design patterns encapsulate valuable information to solve design problems and to enhance the quality of the design. Design patterns are the amassed experiences by many programmers and developers to solve software design problems (Hsueh et al., 2011). Design patterns have proved as a significant piece that was needed from object-oriented design approaches (Al-tahat et al., 2001).

Singh et al. (2010) stated that, design pattern is a common reusable solution to a commonly arising problem in software design, design pattern is a description or pattern for how to solve a problem that can be adapted in several different circumstances.

Design pattern is a solution to the problem of a specific case. Design pattern is a record and refining of effective solutions which can be frequently repeated and

<table>
<thead>
<tr>
<th>Table 2: Definition of software reusability</th>
</tr>
</thead>
<tbody>
<tr>
<td>Software reusability definition</td>
</tr>
<tr>
<td>Is an attribute that refers to the expected reusability potential of a software component</td>
</tr>
<tr>
<td>Is the degree to which a software module or other work product can be adapted in more than one software systems or computer programs</td>
</tr>
<tr>
<td>Is the use of engineering information or artifacts from existing software to build a new system</td>
</tr>
<tr>
<td>Is an aspect that refers to the expected reusability potential of a software component</td>
</tr>
<tr>
<td>Is the use of software assets from all phases of the software development in new applications and needs to be seen in the context of a total systems approach</td>
</tr>
<tr>
<td>Is the use of existing software to construct new software</td>
</tr>
<tr>
<td>In the process of updating or implementing computer programs or software systems using existing software assets</td>
</tr>
<tr>
<td>Is an effective way of solving software crisis and improving software quality and productivity</td>
</tr>
</tbody>
</table>
Table 3: Main advantages for design patterns

<table>
<thead>
<tr>
<th>Advantages</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Increased flexibility</td>
<td>Design patterns offer a structure to facilitate software modifications with respect to a design concern where it deliver a flexibility for potential changes</td>
</tr>
<tr>
<td>Increase the overall productivity</td>
<td>Design patterns enhance the documentation and maintenance of existing systems by furnishing an obvious specification of class and object interactions and their underlying intent</td>
</tr>
<tr>
<td>Reduce design problems</td>
<td>Design patterns help as tools to communicate ideas, solutions and knowledge about frequent recurring development design problems</td>
</tr>
<tr>
<td>Increase software reusability benefits</td>
<td>Design patterns increase advantages in terms of reuse make it easier to reuse successful designs and architectures</td>
</tr>
</tbody>
</table>

validated for the system developers. It mostly uses the basic thoughts of object-oriented and mechanisms to solve the recurring design problem of software and gives the reusable solution (Weijiang et al., 2012).

A study by Palma et al. (2012) stated that each pattern describes a problem that occurs frequently in software development and then describes the core of the solution to that problem, in a way that we can use this solution several times. The use of design patterns delivers many advantages, from enhanced maintainability to enlarged reusability. Increasing number of available design patterns will mainly lead to better quality. Design patterns simplify the reuse of designs successful by offering solutions to software design problems, the adoption of design patterns has assisted in software reusability architectures. The significance of the reusability is due to the qualitative and economic advantages, it achieves (Al-tahat et al., 2001).

According to Aversano et al. (2007), design patterns boost advantages by reusing software which increases code quality, resilience to changes and maintainability. Bayley and Zhu (2010) reinforce this statement by saying that design patterns contribute to software reusability through enhancing concepts such as adequacy, expressiveness, readability and tool support. Table 3 summarize the main advantages for design patterns.

**Component-based development:** Component Based Software Development (CBSD) is an emerging technology that emphasizes on constructing systems by integrating existing software components. The CBSD offers a range of benefits includes: Enhance efficiency, enhance the ability to reuse components, managing growing complexity, reducing the time and effort needed to develop software, decreasing production costs through software reuse, enhancing the quality of the system, reducing maintenance costs, ensuring a greater degree of consistency, providing a wider variety of usability and supporting the effective use of specialists and increasing development productivity (Kahtan et al., 2012).

This is further emphasised by Washizaki et al. (2003) who said, CBSD has become broadly accepted as a cost-effective method to software development, as it ensure the construction and design of software systems using reusable components. The CBSD can reduce developmental process costs and enhancing the reliability of software system.

A study by Lingyun et al. (2010) stated that CBSD has been viewed the future trend in software development process due to not only saving the cost and time of system development, but also enhancing the reliability and maintainability of the system. It is thought to be one of the most significant methods to solve software development crisis. Modern software systems become large scale, complex and uneasy controlled, causing in high development cost, unmanageable software quality, low productivity and low maintainability.

Singh et al. (2011) said CBSD has been widely accepted and recognized in both industry and academia for constructing reusable components.

Hu et al. (2012) claimed that in CBSD, the system is not built from scratch, but developed from pre-existing components. Such development mode will improve the efficiency and reduce production cost with increased reuse. Zhang et al. (2012) affirmed this statement by saying that component-based development boosts a software development process that concentrates on component reuse. Gill and Tomar (2010) summarized the advantages of this approach as shown in Table 4.

**Application frameworks:** Application frameworks are widely used in order to boost efficiency and reliability in software development. An application framework is a reusable software product which delivers reusable design and implementation common to applications of a specific domain (Kume et al., 2012).

Frameworks represents the core of software development reuse methods, is the most proper solutions to simplify application development and overcome their development problems, using frameworks brings a many benefits to system development, enhancement of overall software quality and reduces development time and efforts (Al-Bashayreh et al., 2012).

A study by Mailloux (2010) stated that application frameworks became a standard to implement and develop business systems. In most companies, application frameworks are central to most system developments.
Table 4: Main advantages for component-based development

<table>
<thead>
<tr>
<th>Advantage</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Reduced development time and cost</td>
<td>Reduced development process time by reusing existing software components, fewer programs are written and thus less time is spent in system developing</td>
</tr>
<tr>
<td>Improved quality</td>
<td>Enhanced quality because software components are often frequently reused, the defect fixes from each reuse accumulate.</td>
</tr>
<tr>
<td>Easily maintainable</td>
<td>Reusable components contribute to easy maintenance because they have fewer defects and they facilitate communication among software developers</td>
</tr>
<tr>
<td>Improved evolvability</td>
<td>Enhance the resolvability of software systems because it limit the needed change to components instead of identifying and changing all occurrences</td>
</tr>
<tr>
<td>Lower defect density</td>
<td>Reused components had a minor defect density than non-reused ones, with defect density calculated by dividing the number of defects by the number of lines of code</td>
</tr>
</tbody>
</table>

Table 5: Main advantages for application frameworks

<table>
<thead>
<tr>
<th>Advantage</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Promote reusable design</td>
<td>Application frameworks enhance reusable design, modern development practices and tools</td>
</tr>
<tr>
<td>Reduces development cost</td>
<td>Application frameworks decrease development cost by the concept of modular and reusable programming</td>
</tr>
<tr>
<td>Enhance quality</td>
<td>Application frameworks improve system quality by 80% error reduction, 40-80% code reduction</td>
</tr>
<tr>
<td>Promote software reusability benefits</td>
<td>Application frameworks play an important part in software reusability since it is a set of reusable design and code that can assist in the development of software</td>
</tr>
</tbody>
</table>

because they help in facilitating or impairing the systems implementation. In most organizations, mastering the application framework allows greater developer productivity. Application frameworks can represent challenging design and conceptual work, attractive deep understanding of the technology, complex algorithm, integration with the operating system. Johnson (1997) reinforced about the importance of application frameworks and state that frameworks are becoming more important, citing systems like OLE, OpenDoc and DSOM. Table 5 summarize the main advantages for application frameworks.

**Legacy system wrapping**: By wrapping a set of defining interfaces by legacy systems offers access to interfaces. By rewriting a legacy system from scratch can create equal functionality information system based on modern software methods and hardware (Jalender et al., 2012). Legacy systems that can be wrapped by defining a set of interfaces and providing access to these legacy systems through these interfaces (Singh et al., 2010).

According to Lee et al. (2001) software wrapping is cost effective and a short time solution at the lowest risk in system migration strategies. Wrapping is one of the most significant approach because it can preserved the merit of legacy systems which is reliable and stable at the minimum cost in short-term. Component wrapping method that reduces framework gap using instant framework between systems and legacy systems. The technique will assist in decrease the change for each of them, while increasing the reusability of the legacy systems.

Li and Qian (2009) claimed that adoption of wrapping technology for legacy system, stability of legacy system and original security are ensured in the integration platform. Zhang et al. (2008) mentioned that a legacy system is developed traditionally with a centralized, non-extensible architecture and mainframe-based, representing a massive, long-term business investment.

Li (2010) claimed that every legacy system is encapsulated as agent and these agents can cooperation with SOAP message simultaneously, we can integrate all agents distributed in different domains based on the integration aim. Due to the using of wrapping technology for legacy system, original stability and security of legacy system are ensured in the integration.

Souder and Mancoridis (1999) stated that the Legacy Wrapper is built to be a generic object wrapper, legacy systems offer services that stay useful beyond the means of the technology in which they were originally applied, the wrapper offers its own layer of security between the distributed object system and the security domains of the host.

The integration cost of legacy systems with modern technologies and systems decreased prominently, because the existing tools was adapted and the black box technique which does not contain the source code analysis is also adapted to uncover legacy functions to modern environments. Indeed low migration time and increases the performance of the generated Web Services (Parsa and Ghods, 2008). Table 6 summarize the main advantages for legacy system wrapping.

**Service-oriented systems**: In today’s rapidly changing environment it is no longer possible for isolated systems to offer all the capabilities that are necessary to fulfill a mission. Service-orientation delivers unique benefits for heterogeneous and independently controlled systems (Simanta et al., 2010). Service-oriented systems are possess of distributable components using several technologies, working together to accomplish a common goal. Service-oriented systems are usually
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deployed in networks of machines having several capabilities and assets (Van der Burg and Dolstra, 2011).

According to Carro et al. (2011) service-oriented systems have gained interest from industries and research communities internationally. This is further emphasised by Lewis et al. (2010a) who said, service-oriented systems represent a new class of systems, in which software is composed and adapted in the form of temporary services rather than being physically integrated, an essential attribute of service orientation is the using of services to rapidly improve and develop distributed applications.

Service orientation has been touted as the most significant technologies for developing, implementing and deploying major scale service provision system softwares. Service-oriented system is an approach for software development which services offer reusable functionality along with well-defined interfaces. Service-oriented systems consider as the approach that bridge the gap among software infrastructure and business models and flexibly supporting changing business needs. Decreasing the IT expenditures while rising the innovation potentiality through the investments in software (Kontogiannis et al., 2007).

Ling et al. (2010) claimed that service-oriented, provides a far less complex, scalable, more robust and faster way to develop, maintain, integrate and web-based software systems.

According to Simanta et al. (2010), service-oriented system is an architectural pattern for a software system of system (SoS) that includes: A set of services, that are operationally independent, autonomous and reusable components representing mission tasks, service users that can allocate and adapt services through standard, frequently published interfaces and an SOA infrastructure that link users to services, frequently through message-based communications approach. Table 7 summarize the main advantages for service-oriented systems.

**Application product lines:** Software Product Line (SPL) is a set of software-intensive systems sharing a similar, managed set of features that meet the particular needs of a specific market mission and that are constructed from a similar set of essential assets. Software Product Lines (SPL) has proved very effective in developing large-scale software (Da Silva et al., 2010). Software product line (SPL) is a set of software systems which share a similar set of features and are constructed through similar set of core resources in order to enhance the efficiency of the product, reduce cost, time-to-market and boost software reusability, mass customization (Mohabbati et al., 2011).

Software product lines aim to attain the scope economies through the system development for products, diverse advantages such decreased time-to-market, cost reduction and quality improvement which can be expected from reusing of domain-specific software assets. But also none technical advantages can be expected as consequence of network externalities, (Knauber and Succi, 2000). This is further explored by Carbon et al. (2008) who stated that Product line engineering has proven to be the best technique to optimize efficiency in producing sets of common software systems.

According to Hunt and McGregor (2006), software product line is a set of systems that share a managed, common set of features that meet the required market segment where APL is developed from a similar set of core assets in a prescribed way. Reusability based on software libraries has mainly peaked at about 30% of the content in products. Software product line is a recent reuse dimension which has delivered over 80% reuse and in several cases 100% reuse. Code is not only can be reused. Reuse starts in the initial stages of system development with creating the architecture, requirements and test plans.

According to Jalender et al. (2012), application product lines refer to techniques, methods and tools for creating a collection of product line systems from a set of software resources adapting a common models. An application type is generally around a common design so
Table 8: Main advantages for application product line

<table>
<thead>
<tr>
<th>Advantages</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mapping solution</td>
<td>Mapping from problem to solution domain can be easily described and automated by using the model-to-model transformations</td>
</tr>
<tr>
<td>More variability</td>
<td>Variability can be more concisely because next to the traditional mechanisms, variability can also be described on the level of models</td>
</tr>
<tr>
<td>Modularization</td>
<td>Aspect-oriented methods allow the modularization and explicit expression of crosscutting variability on generator level, code and model</td>
</tr>
<tr>
<td>Traceability</td>
<td>Fine-grained traceability is supported because tracing is done on the level of model element rather than on the code artifacts level</td>
</tr>
</tbody>
</table>

Table 9: Main advantages for COTS integration

<table>
<thead>
<tr>
<th>Advantages</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Improve the quality</td>
<td>COTS based systems method is frequently considered significant for developing highly functional</td>
</tr>
<tr>
<td>Maintainability of systems</td>
<td>Larger granularity reusability and interface customization as the features of COTS relevant to their reuse</td>
</tr>
<tr>
<td>Flexibility of systems</td>
<td>Concentrate on a functional and non-functional to pick one or more products requiring to be modified for particular requirements and needs</td>
</tr>
<tr>
<td>Reduce the system development efforts</td>
<td>Reduced bugs thereby reducing the rollout the time and the risk system developments</td>
</tr>
<tr>
<td>Reduce the cost</td>
<td>Development cost is reduced by using the existing software assets and market proven software products</td>
</tr>
</tbody>
</table>

that it can be used in different ways for several different customers. A type of system that can be reused. Adaptation may include system configuration and component, select from an existing components from a library, modify components to meet new requirements or add the new components to the system. Singh et al. (2010) reinforced the concept by claiming that an application type is generally around a common design so that it can be used in different ways for many different customers.

A study by Voelter and Groher (2007) summarized the main advantages of product lines as shown in Table 8.

COTS integration: The software development world has rapidly evolved in the last decade. In particular, the adapting of commercial off-the-shelf (COTS) products as an essential elements of larger systems is becoming sharply commonplace, due to accelerating rates of COTS enhancement, shrinking budgets and expanding the requirement for systems. The term COTS is very generic, it can refer to several different types and software levels, for instance, software that is used as a tool to generate code software that offers a specific functionality (Morisio et al., 2000).

According to Raza et al. (2010), software in the current age are mainly developed by the integration of pre-fabricated COTS components because it is the easiest method to quickly develop systems that consume less time and cost than the traditional development methods.

Sanchez et al. (2012) stated that COTS software has present mainly in all engineering fields and certain COTS products such as AutoCAD and Excel are widely adapted. These products are developed for the use as stand-alone applications, their functionality makes them valid candidates for integration in big scale systems, where they can substantially enhance software reliability, decrease the system development efforts and improve systems quality. This is further emphasised by Kumar et al. (2010) who claimed that COTS integrations are getting widely recognized and adapted as one of the best methods for solving problems that required time to market solutions. The COTS integrations bring several benefits of reducing in house system developments, along with reduced bugs thereby reducing the rollout the time and the risk system developments.

A study by Singh et al. (2010) asserted that COTS technique supports systems to be built by integrating existing application systems and not from scratch. Wautelet et al. (2010) reinforced this statement by saying that many techniques have been recommended in literature to build COTS-based software systems.

In quality characteristics of COTS components are known and a model is presented that contain the quality factors, metrics and criteria. This model states mutual functionality, larger granularity reusability and interface customization (Fazal-e-Amium et al., 2010).

COTS software in large-scale applications can be significantly beneficial as it reduces the cost of development, while increasing the overall quality (Ermagan et al., 2007). The use of COTS items can be benefits the implementation of new capability which can eliminate non-recurring costs that associated with systems development (Mott and Khan, 2000). Table 9 summarized the main advantages of COTS integration.

Program libraries: No one can doubt the importance of a well-stocked library of reliable routines to the successful of the practical computer system. Libraries are written as programs and involved in function literals, which are blocks that help as outer environments for other programs. Each library is conserved within some analyzer, which is a result of continuation from semantic suspension of analysis sometime modify the library itself has been analyzed. Some analyzer can be continuously form a complete user system or private or public libraries. (Wells et al., 1985). Program libraries considered at the top level of automation. Program libraries allow building the element by particular program according the specified commands (Parhomenko et al., 2003).

The structure, principles and design of an existing program library whose main purpose is to resolve the
optimize issues which are substantial discussed such a
discussion to clarify the scope of system for potential
users of the library and also is useful for workers on other
software (Gill et al., 1979). Class and function of libraries
employing a commonly used abstractions which are
available for reuse. Libraries encompass code and data
that offers essential services to independent programs.
This idea boosts the sharing and exchanging of code and
data (Jalender et al., 2012).

According to Gill et al. (1979), program library is a
combination of routines that are written and envisaged
within a consolidated framework, to be available to a
broad community of users. Today there is a broad range
recognition of the excessive value of program libraries
developed to resolve useful classes of numerical issues,
mathematical computing can thereby be made available to
several users. The definition of a program library involves
the existence of a set of purpose that exceeds the goal of
any specific routine, the library should demonstrate a
universal design that is reliable and steady with the
presumption that the routines will be beneficial to a
general-user community. Singh et al. (2010) claimed that
function and class of libraries that implementing
commonly-used abstractions are obtainable for reuse.

A study of commercial COBOL programs at the
Raytheon Company revealed that several common
functions at the company, and application stages were
found to be reusable based on an examination of
5000 production, Raytheon designed a library involving
3200 reusable elements that includes a range of program
logic structures and program categories. As a result,
software programmers have been producing systems that
on average includes a range of 15-85% reusable code
(Cheng, 1994). Table 10 summarized the main advantages
of program libraries.

Program generators: Program generator is a program that
allows an individual to develop easily a program of their
own with minimum programming and effort knowledge.
With a program generator a developers may only be
needed to state the phases or rules needed for his or her
program and do not need to write any code; a generator
system includes knowledge of a specific type of systems
and can generate programs or system fragments in that
domain. Program generators includes the reuse of
algorithms and standard patterns (Jalender et al., 2012).

This is further emphasised by Singh et al. (2010) who
contend that generator program embeds knowledge of a
specific types of application and be able to generate
programs or system fragments in that realm.

A study by Markov et al. (2011) stated that program
generation is the most promising and stable solutions for
the software manufacturing dimension. Recent
modifications in the way of developing software may lead
to increase in the use of program generators to market
extremely quickly.

Program generators can make the design very flexible.
Rearrangement of the same meta-data will lead to changes
in design. Anything which is repetitive can be automated.
Given the right conditions for a particular situation, the
majority of the code can be automatically generated.
Therefore, the programmer is then free to fill in the gaps
(Markov et al., 2011).

According to Sampath et al. (2007), program
generators are programs that produce other programs.
The input is a model in a particular modeling language and
generate as output an implementation that captures the
semantics execution. They play a significant part in
addressing the increasing complexity of software
engineering, program generators are also considered as
different programs and it reflect the traditional methods for
testing and measuring programs ought to be applicable to
program generators. Smaragdakis et al. (2004) reinforced
this statement by saying that program generation is one
of the most methods in the effort to raise the automation
of tasks in programming, program generators can be also
made easy-to-implement.

A study by Markov et al. (2011) stated that some of
advantages of automatically generated code are: Changes
the way programmers work: Code tends to be much
cleaner and simpler, good stability and low bug
frequency, "works first time", produced very quickly,
customizable and programmers are free to concentrate on
the areas of development. Table 11 summarized the main
advantages of program generators.

Aspect-oriented software development: In the last decade
Aspect-Oriented Software Development (AOSD) has
gained a wide-range of interest in both industry and
academic institutions. The AOSD is an advanced
approach for separation of concerns, which offers candid
modularization the crosscutting concerns and form it with

<table>
<thead>
<tr>
<th>Advantage</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Improve the quality</td>
<td>Program libraries allow building the element by particular program according the specified commands</td>
</tr>
<tr>
<td>Reduce the system errors</td>
<td>Program library resolve the optimize issues which are substantial</td>
</tr>
<tr>
<td>Boost the reuse</td>
<td>Class and function of libraries employing a commonly used abstractions which are available for reuse</td>
</tr>
<tr>
<td>Boosts the sharing of code and data</td>
<td>Libraries encompass code and data that offers essential services to independent programs</td>
</tr>
</tbody>
</table>

Table 10: Main advantages for program libraries
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Table 11: Main advantages for program generators

<table>
<thead>
<tr>
<th>Advantages</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Reduce the development effort</td>
<td>Develop easily a program of their own with minimum programming and effort knowledge</td>
</tr>
<tr>
<td>Boosts the quality of the development</td>
<td>Most promising and stable solutions for the software manufacturing</td>
</tr>
<tr>
<td>Accelerate the development</td>
<td>Users are not required to know the language of programming that they are written on</td>
</tr>
<tr>
<td>Raise the automation</td>
<td>Software development automation of tasks in programming will be raised</td>
</tr>
<tr>
<td>Reduce the development cost</td>
<td>Provide space for the working thoughts of a specific problem domain without the burden of the cost</td>
</tr>
</tbody>
</table>

Table 12: Main advantages for AOSD

<table>
<thead>
<tr>
<th>Advantages</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Variability</td>
<td>Variability is described in AOSD on model level thus it can be described more concisely</td>
</tr>
<tr>
<td>Automate the mapping</td>
<td>Mapping from problem to solution can be formally described and automated</td>
</tr>
<tr>
<td>Modularization</td>
<td>Enable the expression and modularization of crosscutting</td>
</tr>
<tr>
<td>Enhances the development mechanisms</td>
<td>Enhances the new composition mechanisms and the new aspect of abstraction</td>
</tr>
<tr>
<td>Increase the software quality</td>
<td>AOSD crosscutting concerns are implemented and modeled independent of every one as well as the separation from the main functional concerns of the system.</td>
</tr>
</tbody>
</table>

the components of the system. Aspect-oriented software development usage has been increased in the past decade. AOSD development includes techniques as a means for the crosscutting concerns in systems development, in order to improving the return on investment and the development working practices in companies.

According to Jalender et al. (2012), aspect-oriented software development is a software development technology that endeavor new modularizations of systems to segregate the supporting functions from the core of the business logic program. Aspect-oriented software development allows multiple concerns to be expressed automatically and individually unified into the existing system working. This is further emphasised by Brichau et al. (2006), who claimed that AOSD is an emerging software engineering discipline that’s transitioning from specialized industrial courses to postgraduate level teaching in universities.

According to Gerami and Ramsin (2011), AOSD has recently considered as a promising technique for modularizing and separating cross-cutting where object-oriented development implementation can result in scattering problems. This is further emphasised by Mehrmood and Jawawi (2011) who state that AOSD environment crosscutting concerns are implemented and modeled independent of every one as well as the separation from the main functional concerns of the system where this can be accomplished through the perceptions of Aspect-Oriented-Programming. AOSD has the potentiality to decrease the complexity of software. The AOSD aim is to provide a process for the systematic representation, separation, identification and composition of the crosscutting concerns (Budwell and Mitropoulos, 2008).

A study by Rashid et al. (2010) stated that AOSD mainly improve the design stability and substantial reduction in model size. Voelter and Groher (2007), reinforced this statement by saying that AOSD enhance the software development life-cycle by offer several ways for modularizing crosscutting concerns. AOSD are encapsulated as a powerful mechanisms sharing their compositional subsequent with other different software artefacts and can further increase productivity of software. Table 12 summarized the main advantages of aspect-oriented software development.

Configurable vertical applications: Configurable vertical application is a common system that is developed so that it can be configured to the requirements of particular customers. Sample of a vertical application is system that assists scientists manage their records, patient and insurance billing (Jalender et al., 2012). Vertical application considers as a tool which is concentrated on a narrow set of simulations (Ouyang et al., 2009).

Singh et al. (2010) contend that generic system is designed and developed for the purpose of meeting the system customers specific requirements by an routinely configured to meet the needs. Ouyang et al. (2009) further explored the configurable vertical application approach and stated that finite element modeling tools are subject to transformation in recently. These tools have been designed simpler to use, able to interact with outside applications and configurable for vertical applications. These softwares are configurable and anticipate the future needs of users, expected to interact with other software tools and efficiently create models. For the features that using the a well-featured and stable finite element modeling, some companies have designed a new software platform in order to develop finite element modeling software that can meets the encountered issues for today’s users, both from a data management and infrastructure standpoint. Mainly this provide the users with an opportunity to develop, manage and share models by adapting scripting tools and standardized interfaces. The transformation promising of the development process and product design can be achieved by combining a various vertical applications where it help to leverage
optimization tools, automated modeling and simulation to identify optima design. Table 13 summarized the main advantages of configurable vertical application.

**BENEFITS OF SOFTWARE REUSABILITY**

Budhija and Ahuja (2011) and Singh et al. (2010) have agreed that the major benefits of software reusability are: increase dependability, increase productivity, increase effectiveness, accelerate development and cut operational costs.

**Increased dependability:** Budhija and Ahuja (2011) and Singh et al. (2010) have agreed that reused software, should be more dependable than new software because it has been tested and tried in working systems. The initial use of the software reveals any faults in the design and implementation phases, these are then fixed, consequently reducing the number of failures when the software is reused.

According to Sandhu et al. (2010), increasing the dependability will reduce the time of the software development since it minimize the development failures. Sommerville (2004), reinforced this statement by saying that reused software that has been scabbed and tested in functioning existing systems is more dependable in compare to new systems because the number of failures is decrease and the errors are minimal.

**Increased productivity:** Software reusability improves portability, productivity and quality of software (Sagar et al., 2010). A good software reuse assists the increasing of reliability, quality and productivity (Jalender et al., 2011). Software reusability enhances productivity and also has a positive influence on the maintainability and quality of software products (Gill, 2006).

According to Singh et al. (2011), the concept of reusing for an existing software components consider as a key feature in increasing productivity. Carey et al. (2008) reinforced this statement by saying that software reusability provides important developments in software quality and productivity whereas reducing development costs.

**Increased effectiveness:** A successful program of software reuse provides several advantages among others: Increase in the overall effectiveness of the software development process. The increase of software quality with reuse comes along because reusable components have been tested and over time, become almost errors-free (Kim and Stohr, 1998). Instead of systems developers doing the same work on several different projects, these mechanism can create, design and develop reusable software that encapsulate their knowledge (Singh et al., 2010) and (Budhija and Ahuja, 2011).

A study by Sandhu et al. (2010) stated that software reusability provide an effective use of standards compliance, specialists and accelerated the software development processes. Reused software components that have been tested and tried reduce the margin of error in project cost estimation and it is more effective than new software.

**Accelerated development:** Reusing software can accelerate the production of system because both validation and development time should be reduced. Mainly bringing a system to market as early as possible is more important than overall development costs (Singh et al., 2010).

According to Jalender et al. (2012), one of the main benefit of the developing reusable software components is that it reduces the time in developing any software. This is further explored by Lemley and O’Brien (1996) who claimed that the idea of software reuse includes software engineering integrating from existing systems into the developing of new software which will lead to a reduction in the developing time of new software system.

**Reduce operational costs:** If software exists, there is less doubt in the reusing costs of software than the costs of development from the scratch. This is significant factor for any project as it decreases the error’s number in project cost estimation. This is mainly true when a large software components are reused (Singh et al., 2010; Budhija and Ahuja, 2011).
Table 14: Software reusability and its main factors

<table>
<thead>
<tr>
<th>Factor name</th>
<th>Representative quote</th>
</tr>
</thead>
<tbody>
<tr>
<td>Flexibility</td>
<td>Flexibility is the ability to use it in multiple configurations. To reuse some source code component it should be flexible to be used in many contexts. Flexibility is important for the required changes with the passage of time, it saves developers not to be bound</td>
</tr>
<tr>
<td>Maintainability</td>
<td>Maintainability is a major issue, when you use OSS and we are running the system with connectivity with other different systems, the new bugs and removing the bugs in source code that is designed by some other is very hard for developers</td>
</tr>
<tr>
<td>Portability</td>
<td>Portability is to install ability, portability should be economical, where we don’t need to install any other softwares in other systems to run the components</td>
</tr>
<tr>
<td>Scope coverage</td>
<td>Developers have to choose normally the more coverage component as compare to the less covered one, this is further depends on the application if developers want to extend more the application then they will go for additional features</td>
</tr>
<tr>
<td>Stability</td>
<td>Stable means the responsibility error is free and it may be adapted with confidence that there is no bug</td>
</tr>
<tr>
<td>Understandability</td>
<td>If developers do not understand it then developers can’t show that it is reliable and prove it to be useful. The size could be managed but if it is not understandable then it is hard to reuse</td>
</tr>
<tr>
<td>Usage history</td>
<td>Usage history shows the component’s maturity and how often people have adapted and made changes to it. Open source software is used by several folks and engineers and already proven its usefulness</td>
</tr>
<tr>
<td>Variability</td>
<td>Variability is a two edge sword in other words there are advantages and disadvantages</td>
</tr>
<tr>
<td>Documentation</td>
<td>Any problem with the documentation then it means it has creates hardies to understand the code for any other software engineer or developers, if there any problem with the documentation then other developers cannot understand the software neither can change nor modify it</td>
</tr>
</tbody>
</table>

According to Singh et al. (2011), software reuse has been considered as a tool to reduce the development cost, the cost of the system developing from scratch can be saved by extracting and identifying the reusable components from previously developed systems or legacy systems.

**REUSABILITY LEVELS IN SOFTWARE LIFE-CYCLE**

Reusability have few levels include: Code reuse, design reuse, specification reuse and application system reuse (Cheng, 1994).

**Code reuse**: Code reuse consider as the most common form of software reuse. This type of reuse happens in the development implementation stage of the system development process. The reusable code can be object code, data objects, source code and standard subroutines.

**Design reuse**: Design reuse considers as a higher level of reuse where a design model of a software system is reused. This type of reuse is required when a system needs to be reported in an entirely different software or hardware environment.

**Specification reuse**: The reuse of specifications consider as a higher level of reuse, the problems at the specification level which are arising from the inefficiencies of reusable code, operating system dependencies and programming language dependencies disappear.

**Application system reuse**: Application system reuse is consider as a special case of software reuse, where the whole system is reused by implementing it through a range of different operating systems and computers.

**FACTORS AFFECTING SOFTWARE REUSABILITY**

Software reusability is the characteristic and attribute which relate to the potentiality of software to be reused, primarily there are 9 factors that involved with the software reusability assessment includes: Flexibility, Maintainability, Portability, Scope Coverage, Stability, Understandability, Usage History, Variability and Documentation (Fazal-e-Amin et al., 2011) as shown in Table 14.

**ADAPTION OF SOFTWARE REUSABILITY IN INDUSTRY**

Software reusability and its related artifacts provides the potential cost savings in several industries, the cyber infrastructure development that is used by the earth science have been effected by the software reusability artifacts. The software reusability value can be readily noticed by the growing of the open source community of reusers and developers of software, which has been modifying the system development practices in many industries. Likewise, the community of earth science systems (Marshall and Downs, 2008).

According to Sagar et al. (2010), developing systems with reusable components bring several benefits to organizations. There are several direct or indirect factors as if efforts, time and cost. A reusable component helps in low maintenance efforts and better understanding for the application.

A study by Jalender et al. (2012) stated that some quantitative benefits achieved through adapting software reusability in industry which are presented in Table 15.
Table 15: Software reusability in industry

<table>
<thead>
<tr>
<th>Organization</th>
<th>Representative quote</th>
</tr>
</thead>
<tbody>
<tr>
<td>Nippon electric company</td>
<td>Achieved a higher productivity by 6.7 times, better quality by 2.8 times through 17% reuse and enhanced software quality 5-10 times</td>
</tr>
<tr>
<td>GTE corporation</td>
<td>Saved $14 million in costs of software development with reuse levels of 14% GTE. For 20-50% reuse in 1988 GTE Data services benefited from $1.5M in cost savings</td>
</tr>
<tr>
<td>Toshiba</td>
<td>With reuse levels of 60% there was a 20-30% reduction in defects per line of code</td>
</tr>
<tr>
<td>DEC</td>
<td>With the reuse levels of 50-80% DEC reported cycle times that were reduced by a factor of 3-5 and an increase of 25% in productivity</td>
</tr>
<tr>
<td>Hewlett-Packard (HP)</td>
<td>With reuse levels up to 70% HP saw a quality improvement on two projects of 76 and 24% defect reduction, 48% reduction in time to market and 50 and 40% increases in productivity</td>
</tr>
<tr>
<td>Raytheon</td>
<td>With a 60% reuse using COBO there was a 50% productivity increase in the MIS domain</td>
</tr>
<tr>
<td>312 projects in aerospace industry</td>
<td>Showed an average 20% increase in productivity, 25% reduction in time to repair, 25% reduction in time to produce the system</td>
</tr>
<tr>
<td>NASA</td>
<td>Report that in overall development effort and cost there is a reduction of 75%</td>
</tr>
<tr>
<td>AT and T</td>
<td>Reported that with a 48-90% reuse there is a 50% decrease in time-to-market</td>
</tr>
<tr>
<td>SoftTech</td>
<td>Reported that with the reuse greater than 75% there should be a 10-20 times increase in productivity</td>
</tr>
<tr>
<td>U.S. Department of Defense</td>
<td>Increased the level of reuse by as little as 0% and saved $100 million annually</td>
</tr>
<tr>
<td>QSM associates Inc</td>
<td>Reported that component assembly helps in reducing the life-cycle of software development, 84% reduction in project cost and a productivity index of 26.2, compared to an industry norm of 16.9</td>
</tr>
<tr>
<td>University of California</td>
<td>Reported that an increase in productivity by 20% through a 62% software reuse level in building prototypes</td>
</tr>
<tr>
<td>Japanese software factories</td>
<td>Reported that there was an increase in software productivity eight times through a 85% software reuse level</td>
</tr>
<tr>
<td>NASA</td>
<td>Reported that a study found that 42 percent of their third Ada project code was reused code</td>
</tr>
</tbody>
</table>

**DISCUSSION**

According to Jalender et al. (2012), there are several technical issues that currently keep reusable software from becoming a reality. One of the techniques is designing code level reusable components. In this approach the technical issue is the lack of formal specifications for components. A programmer cannot be expected to reuse an existing part unless its functionality is crystal-clear. A component will only be reused if its behavior is completely and unambiguously specified in a form understandable by potential programmers. These specifications should be mathematically rigorous. Specifically, informal natural language descriptions are not sufficient.

According to Singh et al. (2010), a chunk of code is regularly organized using modules or namespaces into layers. Proponents claim that objects and software components offer a more advanced form of reusability, although it has been tough to objectively measure and define levels or scores of reusability. Some problematic issues that needs to be addressed related to systematic software reuse are: A clear and well-defined product vision is an essential foundation to an software product lines, An evolutionary implementation strategy would be a more pragmatic strategy for the company, there exist a need for continuous management support and leadership to ensure success, an appropriate organizational structure is needed to support SPL engineering and the change of mindset from a project-centric company to a product-oriented company is essential.

Fazal-e-Amin et al. (2011) stated the objectives of reusing software are to reduce the cost and amount of resources used to produce quality software that is on time. These objectives are achieved by reusing software artefacts. The reuse insensitive software development approaches, such as Component Based Software Development (CBSD) and Software Product Lines (SPL) development, make use of reusable software assets.

Cheng (1994) described that software reuse has had only limited success in practice. This is because that there are non-technical factors as well technical ones affecting software reusability.

According to Sandhu et al. (2010), software reusability is primary attribute of software quality. In the literature, there are metrics for identifying the quality of reusable components but there is very less work on the framework that makes use of these metrics to find reusability of software components.

Fazal-e-Amin et al. (2010) stated that the software engineering research community has made enormous contributions in past decades to lay down its foundations. However, the research methodologies in software engineering are still not mature. The focus recently is on the aspect of the evaluation of reusability assessment approaches.

According to Kaur et al. (2012), the reusability is the quality of a piece of software, that enables it to be used again, be it partial, modified or complete. Software professionals have recognized reuse as a powerful means to potentially overcome the situation called as software crisis.

Sharma et al. (2009), proposed a Artificial Neural Network based approach to assess the reusability of software component has been presented to help developers to select the best component in terms of its reusability, which will improve the maintainability of the overall system and will also provides some guidelines.
to augment the level of software reusability in component-based development, which is summarized as the following: Conducting thorough and detailed software reuse assessment to measure the potential for practicing reuse, performing cost-benefit analysis to decide whether or not reuse, adoption of standards for components to facilitate a better and faster understanding of a component, selecting pilot projects for wider development of reuse and identifying reuse metrics.

According to Budhia and Ahuja (2011), reusability implies some explicit management of build, packaging, distribution, installation, configuration, deployment, maintenance and upgrade issues. If these issues are not considered, software may appear to be reusable from design point of view, but will not be reused in practice.

Singh et al. (2011) proposed a model based on four parameters: Changeability, Interface Complexity, Understandability of Software and Documentation Quality for accessing software reusability levels using soft computing techniques viz., Fuzzy Logic, Neural Network and Neuro-Fuzzy. The proposed model using Neuro-Fuzzy technique is trained well and predicts satisfactory results.

Burgin et al. (2004) stated the development of a methodology and mathematical theory of software metrics for evaluation of software reusability allows one to use experience in the development and utilization of software usability metric for the development and utilization of software reuse metric. Different types and classes of software metrics are explicated and compared.

**ISSUES AND CHALLENGES**

De Oliveira et al. (2009) stated the recent advances in technology and platforms, which occur in new computing areas have demanded a great effort of Software Engineering to offer new approaches, which bear the software development with quality and lower cost. The growing trend toward systems configured of individual components has taken the original concept of reuse into a completely different arena. It has also presented many challenges to software developers attempting to enter this new arena (Morisio et al., 2000). Organizations, having large-scale and complex applications development, still face a lot of problems, especially while testing and updating the systems. So until systems are not designed carefully, they may be costly Raza et al. (2010).

According to Mohabbati et al. (2011), real industrial feature models tend to grow very large up to thousands of features. Configuration of such large feature models is very costly and overwhelming for application developers. This process tends to be even harder in the case of multiple stakeholders, when they have different priorities for high level non-functional properties. With the advance of the Cloud Computing paradigm, new challenges in terms of models, tools and techniques to support developers to design, build and deploy complex software systems that make full use of the cloud technology arise (Cavalcante et al., 2012).

Li and Qian (2009) said that nowadays there are many information systems running in some enterprises for different purposes; but on the other hand, it is very difficult to implement cooperation among these systems. These systems were developed at different time by different vendors, their functions are isolated and inconsistent with current technology and/or protocol and these different systems may be instituted in different operation systems and different areas; all these bring up the problems so called “Information Island”.

Washizaki et al. (2003) stated that it is necessary to measure the reusability of components in order to realize the reuse of components effectively. However, in application development with reuse, it is difficult to use conventional metrics because the source codes of components cannot be obtained and these metrics require analysis of source codes.

In this section, we attempt to identify the remaining challenges to be addressed and the promising research avenues in the domain of software reusability. The main issues and challenges for the software reusability approaches have been discussed and listed down as the following.

**Design patterns:** According to Hsueh et al. (2011), design patterns are the accumulated experiences by many developers to solve specific software design problems. Developers follow the guidelines to master their design style and avoid design abuse. The developers may misuse the design pattern since the pattern applied in the original design does not contribute to the subsequence design, experienced developers apply design patterns in software development to solve design problems and reduce software maintenance cost. However, software systems evolve over time, increasing the chance that the design patterns in its original form will be broken. However, although the design pattern embraces the property of extensibility, it may not exert the effectiveness in a software evolution. Software design patterns are best practice solutions to common software design problems (Farr et al., 2011). A pattern describes a solution tem-plate to a recurring problem encountered in a specific context as well as consequences of using the template and of possible choices in adapting the template Stepan (2011).
Weijiang et al. (2012) reported the first problem for the developers to solve, is the user interface design. In general, the user interface is very easy to change, therefore, it is necessary for the designer to separate user interface and function of the system to make them independent and allow the flexibility to change user interface without affecting the functional part, design patterns greatly improve the scalability, reusability and maintainability of the software and to effectively face the challenge of changing in future. Composite pattern is used to solve the problem of rendering complex graphics, Bridge pattern is used to solve the problem of calling different calculation algorithm based on multiple data sources, Command pattern is used to solve the undo/redo problem. Pattern detection is an important part of many solutions to Software Reuse practices Gupta et al. (2011).

According to Aoyama (2000), design patterns are a set of mapping from a problem space to a solution space, problem space is not a single space but is composed of multiple problem spaces. It should be noted that design is based on the decomposition of problem space, instead of solution space. Since design activities start in problem space, it’s desirable to navigate designer in problem space. Design patterns refer to reusable or repeatable solutions that aim to solve similar design problems during development process. Various design patterns are available to support development process. Each pattern provides the main solution for particular problem. Most developers lack of knowledge on existing design patterns. The existing and well proven design experiences help us in finding appropriate solutions to design problems Thung et al. (2010).

According to Jensen and Cheng (2010), design patterns provide a context-driven solution template for solving design problems that occur frequently in large software projects. However, using metrics and design patterns often requires significant intellectual investment, thus limiting their adoption. Gamma design patterns addresses problems related to classes and their associations that make up the structure of an object-oriented software design. Maintaining an object-oriented design for a piece of software is a difficult, time-consuming task. Designing that software to be easily maintained and extended in order to satisfy new requirements is even more difficult, as it forces developers to consider not only the details of the solution but also details of the problem space. These difficulties led to the development of two important enabling technologies in software engineering. It is difficult to follow all new patterns during development and to choose the right patterns when faced with a design problem. Design Pattern Recommender aimed to help designers to find or decide which pattern to use for an articular design problem Palma et al. (2012).

Loo and Lee (2010) stated that design patterns are known as a way for software designers to communicate about design. There are various descriptions, structures and behaviors on the solution for a design problem in a design pattern. However, there is not much visual aid on the internal workings of a design pattern in a visual design modeling tool. Currently, it is difficult to determine the pattern role and the variant of interaction groups of a design pattern in an UML diagram as the design pattern information is not represented in the interaction diagram. There is a need to have a consistent way to define the pattern role participating in a design pattern interaction and whether there is a variant in each interaction group.

Ramirez and Cheng (2010) studied harvesting design patterns is a difficult and subjective process because there is no standard methodology for developing design patterns in practice. No metrics are available to quantify the quality of a resulting design pattern. Architectural patterns are general reusable solutions to commonly occurring problems in software design. They offer well-established solutions to architectural problems, help to document the architectural design decisions and facilitate communication between developers through a common vocabulary (Vuksanovic and Sudarevic, 2011).

Component-based development: According to Zhou et al. (2011), CBD is such a paradigm is not fully exploited by many software companies because of the much needed effort and cost. The CBD approach is more than a technological problem, we believe a lightweight approach can address many problems and also influence other related issues to make a life easier, in real practice, such a paradigm is not fully exploited by many Enterprise Application (EA) software companies because of the much needed effort and cost. The CBSD purports to address the problem of systems which are delivered behind schedule, over-budget and inadequately meeting user requirements Sharp and Ryan (2010).

Basha and Moiz (2012) stated that though there is a rich set of software metrics available but there is a dire need for research in developing the component metrics as the program volume measure, potential volume measure, development of domain specific components and its impact on effort in terms of cost and time is still a challenging issue. The disjoint processes of software components productivity and grouping will posses a huge significant problem for all the stakeholders in the software components marketplaces. Much research needs to be carried out in this domain in order to provide more secured and efficient collection of software components. Standardization of component development process is a challenging issue. There is a need for unified component development and unified component testing process.
According to Panwar and Tomar (2011), software crisis is very big problem to maintain the software quality and to handle this problem. The CBSE is very helpful to improve the productivity. But to maintain the quality it is necessary to measure the attributes of the software to make it reliable and reusable. In CBSE, to make reliable and reusable software it is very necessary to check the quality at every phase before testing to detect the faults at early stage of software development lifecycle. The use of conventional metrics in CBD is difficult, because these metrics needs analysis of source codes. To assess the reuse of component, it is important to estimate reusability of these components Sagar et al. (2010).

Pande et al. (2013) stated that software systems are complex and may involve large numbers of components and requirements, a component selection approach is needed that is also capable of addressing large-scale problems. The CBD lacks appropriate reusability guidelines that could further benefit component-based development from cost-savings, time-savings, quality and productivity improvements, reliability improvements, one of the key challenges faced by software developers is to make (CBD) an efficient and effective approach. Since components are to be reused across various products and product-families, components must be characterized and tested properly Gill (2006).

According to Kaltan et al. (2012), the central problem with CBSD is the difficulty in ensuring reliability and other non-functional requirements of the components and thus the inability to ensure that specific application attributes are secure. Security features of software components must be considered and evaluated earlier in the CBSD lifecycle.

Zhang et al. (2012) said that components should be described using three different forms at three development stages: architecture specification, configuration and assembly. However, no architecture description language proposes such a detailed description for components that supports such a three step component-based development.

Crnkovic (2012) said that the software development requires approaches that can manage that complexity in a similar way as this is done in general-purpose software, but at the same time provide support for embedded systems specifics. While bibliographic data from most of the libraries was transferred relatively straightforwardly, the transfer of administrative data represented a greater challenge since it is not standardized and varied greatly between existing systems (Vuksanovic and Sudarevic, 2011).

**Application frameworks:** According to Mailloux (2010), application frameworks became a standard to implement and develop business systems. Application frameworks can represent challenging design and conceptual work; attractive deep understanding of the technology, complex algorithm, integration with the operating system.

Lee et al. (2001) stated that multiple frameworks are composed, there are many problems that are framework gap, overlap of framework entity and framework control etc. The causes of these problems are related to the cohesion of each frameworks, the scarcity of the understanding of the programs and design, the lack of access to source code of the framework in object oriented framework. Software framework provides software libraries that offer solutions for most common programming problems, with the goal of eliminating repetitive operations (Vuksanovic and Sudarevic, 2011).

According to Al-Bashayreh et al. (2012b), frameworks represents the core of software development reuse methods, is the most proper solutions to simplify application development and overcome their development problems. The software frameworks achieve the concept of inversion of control by encapsulating both control flows and object interfaces. Moreover, software frameworks are more specialized for a particular problem, while libraries are more general. Application framework allows the system developer to produce complex applications with a modest development effort and also application framework provides reusable solutions for difficult, recurring problems (Bohn et al., 2008; Rittammanart et al., 2008).

**Legacy system wraping:** Zhang et al. (2008) stated the major incompatibility of legacy systems lies in their obsolete non-extendible software architecture that has hampered legacy systems from modernization evolutions. Many legacy systems are non-decomposable as black boxes to users for commercial consideration, making the modernization task even more challenging. A significant problem in the modernization of legacy systems is how to maintain interoperations between users and legacy interfaces that are required to be reengineered and deployed in the Internet. The problem of Legacy System Modernization is not novel in the literature, where a number of approaches can be found. A taxonomy of Legacy System Modernization techniques distinguishing between redevelopment, wrapping and migration techniques which redevelopment is unacceptably risky and wrapping is unsuitable, while migration is a feasible option.

Li (2010) claimed that every legacy system is encapsulated as agent and these agents can cooperation with SOAP message simultaneously, we can integrate all agents distributed in different domains based on the integration aim. Due to the using of wrapping technology for legacy system, original stability and security of legacy
system are ensured in the integration. Reengineering a legacy system to provide Web Services is a great challenge. Wrapping legacy systems is a proper solution to expose legacy program functionalities as Web Services. The main challenge is to remove the burden of handling code custom wrappers and connectors for legacy programs (Parsa and Ghods, 2008).

Chenghao et al. (2010) claimed that the legacy systems are becoming incompatible with service-oriented computing, it is a challenging task for migration of component based legacy systems towards service oriented applications, due to non-extensibility, non-decomposability and a high coupling degree of legacy system, the problem is arising when migrated legacy systems to service-oriented systems. After a decision that ensures what can be migrated form the original legacy system is made, the technical problems that how the migration can be executed is concerned. Legacy systems are those whose usefulness has extended beyond the expectations of their creators. The Legacy Wrapper attempts to extend the usefulness of those applications by facilitating their integration into modern distributed systems Souder and Manocoridis (1999).

Service-oriented systems: Khazankin et al. (2011) stated that the service-oriented systems have become an important approach and technological framework to solve problems in distributed computing environments. Challenges in distributed service-oriented systems include the discovery of resources and monitoring of the system’s runtime behavior, adaptive request scheduling in such systems is challenging due to the poorly predictable behavior of human actors in performing tasks. The engineering of service-based applications represents a significant new challenge for computer science, to create communities of services that are always connected, frequently changing, open or semi-open and form the baseline environment for software applications. However, this shift brings about not only potential benefits, but also serious challenges for how such systems and applications should be designed, managed and deployed (Vazquez-Salceda et al., 2010).

According to Newman and Kotonya (2011), there is lack of research initiatives investigating the negative impact resource contention can have on resource constrained systems and the dynamic reconfiguration of executing services to mitigate this resource contention. Suring quality is particularly problematic for service oriented systems which operate in resource-constrained environments. Technologies that support service orientation are not enough, or where the investment is too large to justify its implementation Kontogiannis et al. (2007).

Ling et al. (2010) said that in today’s business-critical environments, there is only a limited possibility that all services are to be developed from scratch. To reuse prior knowledge of existing object oriented system design and adapt them to more flexible and scalable service-oriented systems. Service-oriented systems is representing a new class of systems, Service-oriented systems have attracted great interest from industry and research communities worldwide. Service integrators, developers and providers are collaborating to address the various challenges in the field. A multitude of approaches and tools have been proposed to support different areas of service oriented systems such as service description, service design and development, service discovery, service composition, service adaptation and service management and monitoring Lewis et al. (2010b).

Nitto (2009) reported that the service-oriented paradigm is emerging as a new way to engineer applications that are exposed as services for possible use through standardized protocols. Service-oriented applications are pushing traditional software engineering problems-distribution, componentization, composition, requirements, specification, verification and evolution-to their extreme. Service-oriented architecture is a relatively new approach to software system development. It divides system functionality to independent, loosely coupled, interoperable services. In this study we propose a new heterogeneous specification (Knapp et al., 2010).

Kontogiannis et al. (2007) stated that service orientation is a very promising paradigm for large systems. Service-orientation is not the solution to all problems. There are certain types of problems, such as interoperability, integration, choreography, context awareness, design of ultra large scale distributed service-based applications, where service-orientation can be of benefit. To trigger the proactive adaptation of a service-oriented system, pending failures need to be predicted. It is important that such a failure prediction is accurate, such as to avoid the execution of unnecessary proactive adaptations, as well as not to miss proactive adaptation opportunities (Metzger, 2011).

Application product lines: Cavalcante et al. (2012) stated that one of the main challenges to use the software product line approach for cloud applications is how to find the true development costs, involving all of the cost associated with maintaining the services and data placed on the cloud. Software product line will typically require more upfront design and development before the first product is produced than building a one off product. Research has shown the cost break even point in using an SPL is reached by the third product. SPL’s rely on a single
design that covers the entire problem area for all of the products to be produced. This is difficult in new problem domains that are not well understood or are rapidly changing. Hunt and McGregor (2006).

According to Voelter and Groher (2007), variability of features often has widespread impact on multiple artifacts in multiple lifecycle stages, making it a predominant engineering challenge in software product line engineering. The mapping from problem to solution domain can be formally described and automated using model-to-model transformations. The problem domain model might not contain all the information necessary for the transformation to populate the solution domain model. For manually written code it is more challenging, since a piece of hand-written code may implement any number of requirements. As product-line applications become largely dominating, challenging problems such as dynamic variability and features interaction require special emphasis (Aouameur et al., 2009). One of the biggest challenges in the configuration process is its scalability. The scalability issues arise when the number of features increases in Software product line (Mohabbati et al., 2011).

Da Silva et al. (2010) reported that the software product lines has proved very effective in building large-scale software. However, few works seek to adjust the approach of software product line to applications in the context of semantic web because applications in this context assume the use of semantic services and intelligent agents. Therefore, it is necessary that there are assets that provide adequate interoperability between semantic services and intelligent agents. On the other hand, there are not methods and techniques consolidated to suit the approach of software product line to semantic web applications. Product lines introduce extra complexity in software development but offer high returns. Is it possible to predict when product line investment pays in a specific domain and environment Knauber and Succi (2001).

Carbon et al. (2008) described that the product line organizations need to continuously invest into their product line infrastructure to minimize its degeneration and thus maximize its viability. Besides feedback on a strategic level to monitor changing customer requirements, technical feedback with respect to reusing product line components needs to be provided from application to family engineering. Even when product line infrastructure has been set up perfectly, its value decreases over time because the optimal scope moves due to changes in the domain and customer expectations.

According to Knauber and Succi, (2000), product lines introduce additional complexity. In a sense they go against the common adage of “divide and conquer.” Planning and/or developing of more than one product at a time have to be managed technically and organizationally. However, the rate of innovation of the technology and the intrinsic nature of software products do not let alternatives to developers: Users like to jump into the bandwagon of new products and old products often drive preferences to new products.

**COTS integration**: Megas et al. (2013) stated that the COTS integration introduce many problems related to safety, reliability and security, among others. These problems need to be addressed. Another issue not addressed has to do with maintainability of COTS-based systems. As there is no control over the evolution of the COTS products used, maintainability represents a great challenge because upgrades are frequently not compatible, products become obsolete and they end up unsupported by vendors, which can easily make the system unusable. COTS-based systems approach is often considered essential to building highly functional, competitive systems this approach also poses many challenges. Foremost among these is the identification of compatible components that meet the functional requirements of the system under development Seacord et al. (2002).

According to Yakimovich et al. (1999), the use of commercial-off-the-shelf (COTS) products creates a software integration problem. Whether a single COTS software component is being integrated into a software system, or the whole system is being built primarily from COTS products. This integration may require considerable effort and affect system quality. The use of COTS software product introduces new problems and risks for the organizations. For example, a COTS product is difficult to be integrated into a system; COTS product cannot provides capabilities vendor claims to have at acceptable level of quality; or the product is no longer supported because the vendor is out of a business. These, in turn, lead to slipped schedule, cost overrun and unreliable and unsatisfied system (Vantakavikran and Prompon, 2007).

According to Warboys et al. (2005), the inherent contradiction between using long-lived, general-purpose COTS components and the demand for highly adaptable information systems creates a challenging problem. Classical software engineering has often given inadequate attention to the dynamic environment when developing COTS based systems. Ignoring this problem leads to legacy systems that are unaware of their changing environment. The encapsulation, heterogeneity and complexity of COTS components make the integration work challenging. Furthermore, due to inaccessibility of the source code, reuse of COTS software cannot leverage traditional code-reuse techniques and needs additional.
glue code for adaptations. COTS components typically present interoperability problems and interface mismatches, which should be addressed at the architectural level (Ermagan et al., 2007).

Kumar et al. (2010) stated that the success of the solution depends on the selection of the appropriate COTS product lines and vendors that address the solution during deployment and post deployment support. There can be pitfalls in harmonization of COTS package with platform, operating system components and other COTS software packages. Architecture compatibility is another significant issue that needs to be addressed when considering COTS integration. Incompatible COTS design assumptions can cause serious interoperability problems affecting data, control, timing and service provision (Stavridou, 1996).

Program libraries: Narfett and Schefstom, (1985) studied that the increased automation of software production require that the automating tools have access to a lot of reliable input in a form suitable for mechanistic manipulation. The problem of plain graphs is that they are too simple to be really useful here: describing software by just giving nodes and edges is not very helpful since we know too little about their meaning. The idea of a database as a central facility of a programming environment is explored, taking the Ada program library as a starting point. The database used is based on a node model. Since compilation speed often seems to be a problem of Ada compilers, it is easy to reject the approach just because of this risk. Separate compilation issues must be considered at two stages of the compilation process, namely: During semantic analysis and at binding time. Before semantic analysis, at least the correct order of compilation has to be ensured.

Jarvi et al. (2004) studied that it is difficult to fully leverage the potential of generic programming in modern software construction. The main problem with the generic programming is that it fails to encapsulate associated types and their constraints into a single concept abstraction. Every use of a concept as a constraint of a generic function or a refinement declaration must list all of its associated types and all constraints on those types. In a concept with several associated types, this becomes burdensome. The lack of retroactive modeling is not an inherent problem of subtype-based constraints. Retroactive subtyping can be implemented for object-oriented languages. With parallel and distributed algorithms, there are additional challenges in developing a library standard in terms of concept taxonomies.

According to Wells et al., (1985), the problems of block structuring have been well documented. Nevertheless, we believe that this hierarchical name scoping concept is too "natural" to be readily discarded. Moreover, some of its problems are easily resolved by straightforward extension and/or incorporation of other independently useful language features. The four major problems of block structuring discussed in the literature are: Indiscriminate access, difficulty of separate compilation, large separation of a variable's declaration from its use and absence of nonlocal-variable information within blocks. These problems along with the need for a secure and practical data abstraction mechanism have motivated the introduction of "modules".

Program generators: According to Sampath et al. (2007), program generators are programs and at first sight, the traditional techniques for testing programs ought to be applicable to program generators as well. However, the rich semantic structure of the inputs and outputs of program generators poses unique challenges that have so far not been addressed sufficiently in the testing literature. A tester of a program generator is interested in generating a suite of test-models such that it has complete coverage over the problematic aspects of syntax and semantics of the modeling language. The value of a program generator is often tied so closely to a software domain that there is little general and reusable knowledge to transmit to other generator researchers Smaragdakis et al. (2004).

Markov et al. (2011) reported that the widespread use of data acquisition and control systems poses a serious challenge to software developers in view of diverse, severe and conflicting requirements. There will always be some code that needs to be hand-written. The actual amount varies from project to project. Usually, the generated code acts as support for this hand-written code or a library supporting the specific problem domain. For database code, the database must be well formed. Generators generally do not work well with databases that have special, "unique" design features.

Punyashilshi and Smith (1996) stated that a program generator can be divided into three parts, the dialogue module, an intermediate module and the code generation module. The dialogue module communicates with the user to get the specifications for the problem. The code generation module then uses the specifications to produce the program in the desired high-level language. Many of the problems besieging our industry today, including lack of good-quality personnel, lack of widely accepted standards problems with reputation and acceptance by the general public and the rapidly decreasing price of hardware with respect to the labor-intensive costs of software production, are problems that can be solved today and in the future by the program-generating tool (Roth, 1982).
Smaragdagis et al. (2004) studied the technical problems, metapro-gramming has a need for better language constructs, type systems and analyses to ensure safety. The challenge is to design a static checking mechanism that is expressive enough for common program generators. The term program generator is used here to denote a processor for a language more problem specific than the familiar, procedure-oriented, higher-level languages but less so than the nonprocedural problem-oriented languages which have been developed for rather narrow classes of problems Metzner (1977).

**Aspect-oriented software development:** Previous research in AOSD has focused primarily on the activities of software system design, problem analysis and language implementation. Although, testing is known to be a labor intensive process that accounts for half the total cost of software development, research on testing in AOSD, especially automated testing, has not been sufficiently conducted. Although, an aspect oriented design or implementation can lead to a better system architecture or a disciplined coding style. There are two major problems to be addressed when we measure data coverage for AspectU programs. One is to identify which methods belong to aspects and the other is to characterize input-data values for these methods because input-data values can involve the states of receiver objects and arguments Xie and Zhao (2007).

Aspects have been defined in the implementation phase of software development, but lack clear understanding in the early phases of software development. Without this early focus on aspects, the benefits of aspect-oriented programming are lost. There is no complete and systematic methodology for AOSD within the early stages of the development lifecycle that focuses on identifying aspects from both functional and non-functional requirements Budwell and Mitropoulos (2008).

According to Brichau et al. (2006), as new software engineering techniques emerge, there’s a cognitive shift in how developers approach a problem’s analysis and how they design and implement its software-based solution. Future software engineers must be appropriately and effectively trained in new techniques’ fundamentals and applications. Advanced development paradigms have been developed that can be related to AOSD, either because they’re complementary or because they target the same problems as AOSD. Design level metrics are currently not available for Aspect Oriented Software Development (AOSD). However, research in software measurement must adapt to the emergence of new software development paradigms. Metrics for these new design paradigms must be defined based on models that are suitable for them Babu and Vijayalakshmi (2008).

Rashid et al. (2010) stated the inversion of control provided by AOSD techniques helps separate crosscutting concerns. At the same time, however, the “new” aspectual modules must be tested. This is particularly problematic when trying to test aspects’ effects on a program’s exception flows. As aspects extend or replace existing functionality at specific joinpoints in the code execution, their behavior may raise new exceptions that can flow through the program execution in unexpected ways. When specifying point-cuts in Aspect-oriented software development, developers have in different situations different conceptual models in mind. Aspect-oriented programming languages are usually capable to support only a small subset of them, but not all. In order to communicate aspect oriented design among developers, though, it is inevitable that the underlying conceptual model used in its joint point selections remains unchanged Stein et al. (2006).

According to Mehmood and Jawawi (2011), aspect-oriented programming languages have come to the mainstream of software development due to their distinctive features to provide better modularity and separation of concerns. Majority of approaches address structure diagrams only, a fact that limits them to partial code generation. There is a need for research that incorporates behavior diagrams, in order to achieve long term goal of full code generation from aspect-oriented models. Timeliness and criticality of a process are the two main concerns when designing real-time systems. In addition to that embedded systems are bounded by limited resources. There are several problems with designing schedulers for embedded and real-time systems like the need for more flexible policies which are not hard-coded in the system Cheng and Papadopoulos (2006).

Gerami and Ramsin (2011) stated that the detection and separation of crosscutting concerns during early phases of software development improves software evolvability and modifiability. However, due to the relative novelty of the Aspect-Oriented (AO) approach, researchers have concentrated more on AO programming and modeling rather than on AO methodologies and processes. Consequently, organizations still suffer from a lack of concrete methodology support for Aspect-Oriented Software Development. The AO modeling approaches are less mature and they are not fully supported by most modeling languages; AOSD thus faces serious challenges at the modeling level. Separation of concerns is one of the main tenets of software engineering-allowing developers to reason about software systems in sensible portions, regardless which phase of the lifecycle they are working in Daniasaad et al. (2006).

Software systems and the concerns addressed by them are becoming increasingly complex hence posing
new challenges to the mainstream software engineering paradigms. The object-oriented paradigm is not sufficient to modularise crosscutting concerns, such as persistence, distribution, error handling and security, because they naturally crosscut the boundaries of other concerns. AOSD tackles the specific problem of managing crosscutting concerns throughout the software development lifecycle. Identifying aspects in required documents, is a challenging task which requires intuitive guidelines as well as tool support (Rashid et al., 2006).

**Configurable vertical applications:** Once vertical applications are identified, they require a set of specific knowledge be placed in a toolset. The resulting toolset must have the ability to be robust and applicable to not only a specific problem, but a class of problems or a genre of engineering problems. Finite element modeling software has long been the face of the finite element solver. The user interacts with the solver through a graphical interface which aids them in creating the necessary data structures to simulate their engineering problems. The user interface’s ability display the range of functions and guide the user through the process become problematic (Ouyang et al., 2009).

**CONCLUSION**

Despite the rapid advancement in information and communication technology over the last decade, there is a limit evidence suggesting the adoption of software reusability. In this study, we have presented a literature of the most up-to-date research work published on software reusability. This review study helps the information and communication technology industry to see clearly how software reusability can benefit them by adapting the software reusability approaches, the study has also attempted to identify the remaining challenges to be addressed and promising directions in the domain of software reusability for future research. We found some evidence that practicing software reusability brings few advantages for the IT industry. Therefore, we advocate the adoption of software reusability in the IT industry.
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