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Abstract: Massive congestion 1s a very serious concern that can lead to disasters. The development of crowd
dynamics models and crowd simulation tools 13 essential to better represent congestion aspects as well as to
evaluate proposed solutions. However, model development normally involves mcreasing the mathematical
complexity, imposing higher computational demands. This has led researchers to investigate solutions that can
reduce or mimmize the computational demands of such models where among them 1s the parallel computing
approaches. In this study we highlight the application of parallel computing in reducing computational demands
for crowd dynamic simulators while simultaneously improving their performances. This study also includes a
comprehensive overview of the state-of-the-art parallel computing approaches used i crowd dynamic

simulators.
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INTRODUCTION

Over the last few decades, much attention has been
devoted to pedestrian dynamics studies to provide
solutions for problems such as massive congestion.
Besides efforts on introducing better pedestrian facilities
and to provide protection for these facilities (e.g., fire
safety (Lo, 1999, Zhao ef al, 2004), contiuous
development of crowd dynamics models has also become
a main agenda. Model-based simulators Pelechano and
Badler, 2006, Silverman et al., 2006) have become a
deswred tool for engineers, architects and emergency
management and transportation agencies in examimng the
pedestrian facilities for pedestrian flow in both emergency
and non-emergency situations.

Various key aspects are crucial for effective
simulators. Basically, most sunulators are based on
mathematical models of pedestrian dynamic flow,
therefore, establishing a good representative model 1s
crucial to obtam more realistic performance of such
simulators.

A pedestrian 1s considered a major mass during
congestion.  Understanding thewr behavior durng

interactions with other pedestrians 1s important as realistic
aspect mteractions can be considered or mcorporated into
the models when developing simulator tools.
Consideration and subsequent mmplementation of the
different aspects of evacuation in such tools is also
essential to allow designers to achieve the desired
evacuation results for different situations and physical
environment layouts. Accordingly, for the evacuation
process, modifying an evacuation model-based sunulators
have become the main goal for researchers m order to
provide protection for pedestrian facilities (e.g., EGRESS
(Ketchell ef af., 1993), EXODUS (Galea and Galparsoro,
1993; Thompson and Marchant, 1995), SGEM and
FDSH+EVAC (Korhonen ef al., 2010; Lo ef al., 2004).
One of the main challenges of simulator development
15 the optimization of computational time. Where it 1s
expected that when the simulated mathematical model 15
complex and time consuming, then the corresponding
simulator 1s also complex and time consuming. The main
challenge for the simulator development is normally to
decrease the model computational time. And this mn tum
depends the approaches used by the models where they
are crucial m determining the computational efficiency of
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to  that,
large-scale simulations of both normal and evacuation
movements (Sarmady ef al., 2011), especially involving 2D
or 3D ammations, demand high computational resources.
This has led researchers to search for better solutions,
where, among the ones considered is the use of parallel
computing approaches. Parallel Computing (PC) basically
entails the simultaneous execution of the same task on
multiple processors in order to increase the processing
power (Jordan and Alaghband, 2002). Due to this division
of tasks into many sub-tasks performed by many
processors, significant reduction in response time can be
expected.

In this study we about PC-based
approaches m the context of reducing computational
demands for crowd dynamic simulators. This study also
mcludes a comprehensive overview of state-of-the-art PC
approaches as well as evaluations of the techmiques
employed mn crowd dynamic simulators.

the corresponding simulators. In  addition

elaborate

MATERIALS AND METHODS

Crowd dynamic models and computational efficiency:
Two main classifications of Crowd Dynamics Models
(CDM) are the macroscopic and microscopic models.
Macroscopic models are more concerned with the
macroscopic properties (variables) of a whole crowd such
as its density (p), mean speed (V) and pedestrian flow (f)
(Haight, 1963). These models are often based on traffic
flow, queuing theory or fluid or contimuum mechanics
(Hughes, 2002). The latter models, namely microscopic
models detailed
mteractions between the pedestrians and their effect on
motion. A variety of models have been proposed n
microscopic studies, among them the cellular automata
models, discrete choice models (Antonini et «al., 2006;
Robin et al., 2009) and the social force model (Helbing and
Molnr, 1995; Helbing et al., 0000, Lakoba ef al., 2005).
To determine the computational efficiency in the
macroscopic models, close attention needs to be provided
for the mampulation of the macroscopic variables. This 1s
done by applymg rules or processes for calculating the
mentioned macroscopic variables which are to be
assigned to each particle at each time-step in the
corresponding simulators. Accordingly, in a macroscopic
simulation, the estimation of steps number to be executed
for calculating and assigning one variable (e.g. velocity)
to N particles within one step of motion is K + N steps. K
here is the number of steps required for calculating the

are more concerned with the

rules or processes assigned to this varable. The

microscopic models, on the other hand, assume the
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detailed interactions among the particles. For each
particle, the mechamism representing the interactions
requires its own computational processes. Therefore,
based on microscopic simnulation we have KN steps
required to be executed while performing the same
In view of that, the
computational processes are higher than what 1s required
in the macroscopic models, whatever the number of
simulated pedestrians.

Another important CDM classification is the nature of
the basic variables used for the description of the particle
system, namely space, time and state (e.g., velocity). Each
of these variables can either be discrete or continuous
(1.e., a real number). Although, the models with discrete
variables are often an approximation (cellular automata
models (Blue and Adler, 1999, Burstedde et al., 2001) and
discrete choice models (Antomm et al., 2006; Robin et al.,
2009), they have the advantage of being more
time-efficient. For example, the physical environment in
the Cellular Automata Models is usually considered as a
floor area, divided into a lattice of cells of equal sizes. The
cells from areas that can be occupied by obstacles,
particles (pedestrians) or may remain as empty spaces.
The size of the cell is governed by the chosen velocity,
but limited by the size of the particle. Thereby, the particle
moves from one cell to the adjacent cell, in one-step
movements which should achieve the distance required
for this movement. Hence, the value of the time step
chosen for the simultaneous update process of the
particle motion inside the environment is relatively high.

On the other hand, there are real situations that can
only be reproduced using continuous variables. For
example, a continuous space such as n the Social Force
Model (SFM) generates more realistic pedestrian motion.
Most equations of the forces of motion in this model
require very small step-sizes in time (this by the way is
required, else the simulation enters into an unstable
regime (Lakoba et al, 2005) where it would falsely
produce showing
behaviors such as overlapping among particles).
Therefore, the simulator has to resolve the motion of the
particles on shorter time scales (which requires higher
computational demand) as compared to discrete models.
For comparison, a typical value for the time step used in
most Cellular Automata Models is t,, .. = 0.5s whereas in
the SFM, the time step value that is >t.,, = 0.001s it would
be most likely result in counterintuitive behaviors such as
stated in (Lakoba et al, 2005). In principle and for
efficiency examination we can consider the ratio ty, e/t

scenario mentioned above.

results mnvasive countermtuitive

of the average number of steps needed with discrete

model versus the number of steps needed with
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continuous model for one step of motion. This is with
makig some oversimplification that the step of motion
takes the same time to be executed i both models.

Implementations of the interactions among particles
could be classified into two, namely rule-based and
force-based approaches. Particle’s motion in rule-based
models are generated by decisions based on the
mteractions between the particles and their current
situation (the surrounding particles and the physical
environment) as well as their goals and so on In
force-based models, the interactions between particles are
represented as forces responsible for their motion. The
computation of the physical forces in the code mostly
requires the implementation of numerical algorithms that
unfortunately consumes more tune than the
mnplementation of decisions (the time required in
performing if-statement, for example) in the rule-based
models.

Another factor influencing computational efficiency
1s the incorporation of more mechamsms into the model to
reproduce realism, such as the behavioral level of
pedestrians. According to Hoogendoom ef al. (2002),
pedestrian behavior can theoretically be divided into three
mterrelated levels. First 1s the strategic level where
pedestrian activities and their order are determined.
Second, the tactical level where decisions are made while
pedestrians perform the activities (e.g., choosing a route
(exit) to an intermediate target among alternative routes
(exits) based on utility maximization). Third, the
operational level where the instantaneous behaviors that
mvolve most activities resulting from the interactions
among pedestrians such as avoiding collisions,
deviations, acceleration and deceleration are described.
Daamen (2004) and Asano et al., (2010) pointed out the
importance of obtaining integrated models comprised of
two complementary levels: the operational and the tactical
levels. Accordingly, integrating a route/exit choice model
(a form of intelligence on the part of the simulated
pedestrians) the operational-level
grant the pedestrians of the existing microscopic model

nto models to
far-sighted decisions is an essential factor for obtamung
more realistic models (Zainuddin and Shuaib, 2010a, b;
Loet al, 2006, Ehtamo ef al., 2010, Huang and Guo, 2008;
Zaimuddin and Shuaib, 2011). However, such integrations
and modifications for normal and evacuation situations
the computation
Reasonably, assume we have N processes performed in

mcrease simulators processes.
the operational level and M processes performed at the
tactical level we have at least, due to the independence of
these levels, N+M computational processes performed at

each time step.
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Parallel processing: This study gives an overview of
parallel computing and their mechanisms. In addition to
the techniques used to evaluate the performance of
parallel computing methods.

Parallel mechanisms: Parallel computing is critical in
many applications that require processing of large
amounts of data. These are such as weather forecasting,
data visualization, computational biology and engimeering
(Taber et al., 2014).

Parallel processing can conventionally have two
classifications, namely mmplicit and explicit parallelism.
Implicit parallelism is when the programming language can
decide which parts of the task to run in parallel. No
control scheduling of calculations is specified. The
explicit parallelism on the other hand is when the
programmer him/herself can allow or make certain parts of
the code to execute in parallel.

Flynn (1966, 1972) proposed a different classification
scheme that 1s based on mstruction and data streams. He
states that parallel processing can have a four-way
classification which are SISD (Single Instruction Single
Data), SIMD (Single Instruction Multiple Data), MISD
(Multiple Instructions Single Data) and MIMD (Multiple
Instructions Multiple Data).

JTohnson (1988) proposed a new taxonomy-based
memory structure, namely the shared/global memory and
distributed memory (Fig. 1). Communications are totally
involved between processors in parallel computation and
the mechanism used for communication/synchronization
15 called message passing. Fortunately, many
messages-passing libraries have been developed to
provide routines to initiate and configure the messaging
environment as well as to sendfreceive data packets
between processors. The two most popular message-
passing libraries are Parallel Virtual Machine (PVM) and
Message Passing Interface (MPT) while the most popular
routines as shared address space paradigms are the
POSIX Thread and OpenMP.

Recently, researchers tried to use General Purpose
computation on Graphics Processing Units (GPGPU) as a
parallel programming approach. The GPGPU approach
programs Graphics Processing Umits (GPU) clups using an
Application Programming Interface (API) functions such
as Open GL, Direct3D and CUDA (Compute Unified
Device Architecture) (Yong and Jun, 2010) in order to
obtain faster results. However, GPUs are lighly threaded
streaming multiprocessors of very high computation
and data throughput. Therefore in 2006, NVIDIA
developed CUDA, a parallel computing platform and
programming model implemented by the GPUs. CUDA has
been widely deployed in thousands of applications
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Two mechanism s worth menti oning to parallelize large
amounts of data are fonction decomposition and data
decomposition of both as shown in Figo 2. Data
decomposition itrrolves the horizontal distribation or
vertical distribation or both. Moreower, hvbrid parall elism
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merges both data parallelism with horizontal or vertical
distribution and function decomposition (Jaber et al.,
2014).

RESULTS AND DISCUSSION

Parallel evaluation techniques: Many quantitative
variables can be used to measure the parallel performance
of a given application such as Amdahl’s law, Speedup (3),
Efficiency (E) and Overhead (T,) (Jordan and Alaghband,
2002). The execution time (i.e., the serial runtime) of a
program is the elapsed-time (T,) between the beginning
and the end of the program execution on a sequential
machine. The parallel run time (T,) 1s the elapsed-time from
the moment a parallel computation starts to the moment
the last processor fimishes execution. Consequently,
Overhead (T,) or the total overhead of a parallel system,
is the total collective time spent by all processing
elements over and above that required by the fastest
known sequential algorithm for solving the same problem
on a single processing element (Eq. 1).

Overhead (T, ) =pxT -T, (H

Speedup (8) captures the relative benefit of solving a
problem in parallel. Tt is defined as the ratio of the time

taken to solve a problem on a single processing element
T, to the time required to solve the same problem on a
parallel computer T, with identical processing elements p;
given by Eq. 2:

Speedup (3) =T, /T, (2)

The Efficiency (E) is a measure of the fraction of time
for which a processing element is usefully employed; it is
defined as the ratio of speedup S as calculated in Eq. 2 to
the number of processing elements p. The formula 1s
shown in Eq. 3:

Efficiency (E) = S/p (3)

Parallel crowd dynamics models: Different parallel
methods were mtroduced in order to address issues in
computational complexities of crowd dynamic simulations.
Substantial efforts were focused on using:

s Multicore programming based on multithreading
*+  GPGPU
»  MPI libraries

In the remaiming parts of this section, existing parallel
methods for crowd dynamic simulation are discussed,
with a summary given in Table 1.

Table 1: Summary of the state-of-the-art parallel computing approaches used in crowd dynamic simulators

Shared/

Parallelism distributed Parallelism Serial Parallel
Authors (vear) data function  memory model complexity complexity Dataset
Clayton et af (2009)  Data parallelism Shared/global Multithreading - - 200 agents
Vigueras et al. (2008a) memory - - 23000 agents
Vigueras et al. (2008b) - - 23000 agents
Vigueras - - 8000 agents
Vigueras et al. (2008) - - 8000 agents
Lozano et af. (2007) - - 8000 agents

Stephen - 3.8X speedup 5000 and 25000agents
Richmond and Data parallelismn Shared/global GPU om?) - 4000 and 32000 agents
Romano MEmory

o(m®) - 4000 and 32000 agents
Joselli et ad. (2009) On?) - 1 thousand to 1 million boids
MINTL (2012) CPU 100000 ms GPU 1000 ms 2000=2000 distance matrix
MINTL (2013) - - Town square and building
Ugo et al. (2009) On?) 0.25X 8192 and 65536 individuals
Lysenko and Souza (2008) O(nlogn) - 16 million concurrent agents
Erdal et ai. (2009) 6,282.52 ms 61.20-ms one million virtual people
Alessandro On?) - 1024-65536 Boids
Quinn et al. (2003) Data parallelism Distributed MPT 1 worker 5 updates 10 worker 30 updates/sec  Airport eva. 10,000
Pedestrians

Bo and Suiping
Porte

Solar et af. (2010)
Solar et af. (2011)
Solar et af. (2012)
Solar et af. (2013)

Armstrong et al. (2008)

On?)

3 works, 61 cycles/sec
16 works, 1.2 cycles/sec

-O(nz)
On?)

Proc=1t=25.24,
Proc=16,t=3.36
10,000 Pedestrian

O (nm)

O (nm)

Speedup 12.39, 16.30
and 21.60

0.25X speedup

512 Boids

80000, 320000 individuals
524288, 1048576 individuals
262144, 524288 individuals
131.072, 262.144 and 24.288
5 individuals

2 million agents
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Multicore programming based on multithreading:
Clayton et al. (2009) implemented a multi agent-based
design pattern developed by the CoSMoS research group
at Edmnburgh Napier University, Merchiston Campus.
Given the nature of Multi Agent Systems (MAR), parallel
processing techniques were used in their implementation.
The CoSMoS design patterns are based on
Communicating Sequential Processes (CSP). Processes
have their own thread of control and entirely encapsulate
their data and maintain their own state. However, this
approach did not clearly explamn the parallel technique
used and the experiments were performed when the
number of agents was increased. The researchers also did
not mention the changing number of threads, number of
processors and their time. Evolutions were also not
performed usmg standard measurements
speedup, overhead and etc.

Vigueras et al. (2008a, b) proposed an architecture for
parallelizing the action server for crowd simulation and the

such as

distribution of the semantic database. The action server
parallelization techmque was based on agent-based
modeling. However, the researchers used multithreading
to parallelize the action server where the action server was
divided nto a set of processes so that each process is
executed in parallel on different computers to solve
system bottleneck issues by Vigueras et al (2008).
Vigueras at el. (2008) demonstrated a partitioning method
for distributed crowds using wregular shape regions. This
approach finds the near optinal partition of regions of
agents that minimizes the number of agents near the
borders of the regions. However, this researcher did not
mention clearly the parallel techmique that was used.

Guy at el (2009) presented a parallel collision
avoldance approach for multi agent real-time simulation
called ClearPath, where they used data decomposition for
parallelization. However, multicore programming based on
multithreading was used to implement the algorithm.

General-Purpose Computation on Graphics Processing
Units (GPGPU): Richmond and Romano proposed an
agent-based pedestrian dynamics model on the GPU.
However, the researchers used the OpenGL programming
to mapping the agent data.

Joselli ar el. (2009) proposed a 2D and 3D data
structure which they termed neighborhood grid. This was
used for massive crowd simulation on a GPU using CUDA
programming. In this data structure, each cell fits only one
entity of position. However, the CUDA thread 1s executed
in parallel for each entity. The researchers used the data
decomposition techniques to divide the task among GPU
threads.
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Mintl (2012) presented the distance matrix calculation
for modelling pedestrian movement implemented using the
GPU. Two pedestrian simulation models were combined,
namely the cellular automata and social force model. Data
decomposition was used to divide the distance matrix into
cells. Cells can be calculated in parallel in one step.
Another work by the same research (Mintal, 2014)
implemented a multi-agent simulation architecture on GPU
using OpenGL.

Presented a GPU implementation of an individual
based smnulation model for fish schools and animal
groups based on CUDA programming. Their researcher
allows the simulation of the collective motion of
high-density individual groups. The simulation uses grid
cells to keep track of the mdividuals’ positions and
offloads the sorting to build up the data grid structure to
the GPU. The sorting is performed inside the cells to
optimize the search and then to quickly obtain information
about neighbors for each individual, mn parallel.

Lysenko and Souza (2008) presented data parallel
algorithms for simulating agent-based models. These
include methods for handling environment updates and
agent mteractions on the GPU, Erra at el. (2009) proposed
the GPU implementation of crowd simulation for virtual
marathons using Visual CH+ and CUDA programming.
Their experiments involved more than one million virtual
people (32,768 runmers and 1,015,808 spectators).

Silva at el (2009) mplemented (on the GPU)
Reynolds Boids model for simulating large groups. They
tested their implementation using two GPU programming
languages: one using the Cg shader language and the
other using CUDA. The implementation uses global
memory to store several arrays representing Boids
information.

Message Passing Interface (MPI): Quirm implemented
the parallel SFM using the C programming language with
the MPI library. The researchers used the task/farm
parallelism model to manage the processors. This parallel
implementation of the SFM used eleven processors to
simulate 10,000 evacuating pedestrians on a cluster
commnected by a gigabit switch.

Zhou and Zhou (2004 presented a parallel algorithm
to simulate the flocking behavior of a large group using
MPI. They used the data decomposition mechanism to
partition the space. Dynamic load balancing scheme is
used to manage the partitiomng among processors.

Porte and Thalmann (2005) proposed a real time
simulation of a large crowd of 10,000 pedestrians on a
cluster of machines using the MPI mechanism. The
Workload-balancing  algorithm  used  in  their
implementation allowed best performance to be kept
during the simulation
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Solar at el. (2010), presented a proximity load
balancing approach for a distributed -cluster-based
individual-oriented fish school simulator. The researchers
implemented this algorithm using MPT with varying
number of processors, 1e., 1, 4, 8, 16, 32 and 64.

Armstrong at el. (2008) developed the Parallel Particle
Data Model (PPDM) for Agent-based modelling and
discrete event simulation by Message Passing Interface

(MPT) for Java.

Analysis and comparison: In this study we compare the
performances of the state-of-the-art parallel computing
approaches used in crowd dynamic simulators. A
summary is given in Table 1. Two evaluations are
performed, specifically relating to execution time and
computational complexity. Execution time refers to when
a program 1is running (executing) whereas computational
complexity (or also called the abstraction level) is the
count of the number of mstructions or statements
executed using a mathematical notation Big-O notation.
However, it is difficult to compare the algorithm execution
time using a real time measurement approach due to
different architectures, hardware and speed. Execution
times are specific to a particular computer because
different computers run at different speeds. Moreover,
most crowd dynamics models’ source codes are not
publicly available to researchers. This 1s where the
computational complexity comes in where it is used to
compare these algorithms. The size and type of dataset
used in these algorithms were also introduced in this
COIMpPAarison.

From Table 1, it can be noticed that the complexity of
the most sequential simulations is O(n®) such as
Toselli et al. (2009), Solar et al. (2011) while the case in
(Lysenko and Souza, 2008) is O(nlogn). Some of these
simulators mention their complexity improvement whle
most donot. Among works that mention improvement are
Solar et al. (2011), Solar et al. (2012) where the simulation
complexity improved form O(nm) te O(n’) as shown in
Table 1. By using 64-cores with workloads of 131072,
262144 and 523288 individuals, Solar af /. (2013) reported
that the speedup of their proposed parallel model were
12.39X, 16.30X and 21.60%X, respectively. On the other
hand, some researchers mentioned improvement gained
from implementing the parallel techniques in terms of time
speed such as. When they simulate 512 boids on one
processor, the total required time is 25.24 ms whereas
using 16 processors required 3.36 ms. Porte and Thalmann
(2005), the researcher simulated 10,000 pedestrians in 225
areas using 3 and 16 workers where the results were 61
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and 1.2 cycles/sec, simultaneously. Frra et al. (2009), the
researchers simulated a virtual marathon with one million
virtual people (32768 runners and 1015808 spectators)
in 6,282.52 ms. They managed to improve that time to a
mere 62.20 ms with 100X speedup cna GPU using CUDA.
Guy et al. (2009) mentioned that the P-ClearPath achieves
around 3.8X parallel speedup on the quad-core using 5000
and 25000 agents. MINTL (2013) simulated a 2000x2000
distance matrix where the processing time using CPU was
100000-ms while GPU was 1000-ms. The researchers in
mentioned that the GPU-based implementation is 0.25X
better than the ABGPU-based implementation proposed
by. The researchers in reported that with 1 worker (1.e.
processor) the system is able to update the positions of
the 10,000 simulated pedestrians nearly 5 updates per
second while when they used 10 workers (11 processors
overall), the system 1s able to update these positions with
nearly 50 updates per second. Armstrong at el. (2008)
achieved fairly good scaling with the 64 nodes case within
twenty-five percent speedup of the ideal result.

For the rest, the researchers used charts to compare
their results. Therefore, extracting execution time, speedup
and other evaluation technicues are impossible.

Regarding the type of the dataset used m the parallel
computing-based crowd dynamic simulators, actually,
different types were used such as human agents
movement, fish schooling, flocking simulation, virtual
marathon, airport evacuation, etc. The size of the dataset
varies from small to medium to large and very large.
Clayton et al. (2009), the researchers used a very small
dataset consisting of 200 agents and the average time per
agent tends to settle at around 0.78 ms. Also, in the
with 512 Boids. The
researchers by Vigueras et al. (2008), simulated a small
dataset consisting of 8000 agents while (Yilmaz et al.,
2009) sunulated 23000 agents. Researchers in and
simulated 4000 and 32000 agents. Simulated a school of
fish with about 8192 and 65536 individuals. Silva ef al
(2009) simulated Reynolds Boids model that had a range
of boids from 1024-65536. Mintal (2014) simulated town
square and building floor (pedestrian movement
simulation). An airport evacuation simulation with 10,000
pedestrians were studied by Porte and Thalmann (2005)
used 10,000 pedestrians in their simulation. Solar at el.
(2010} used a fish school model in their simulation with a
large dataset consisting of 80,000 fishes and 320,000
fishes while the same researchers in (Solar et al., 2011)
increasedthe dataset to 524,288 and 1,048, 576 mdividuals.
The same researchers by Solar et al. (2013) used 131072,
262144 and 524288 individuals. A very large dataset was

researchers simmulate flocks
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simulated in Joselli et al. (2009), Lysenko and Souza,
(200%) and Erra et al. (2009). Joselli et al. (2009) simulated
flocking boids with a very large dataset ranged from 1
thousand to 1 million beids. Lysenko and Souza (2008)
simulated SugarScape and StupidModel (benchmark for
agent based modeling toolkits) with 16 million concurrent
agents on grid sizes of up to 4096x4096. The Virtual
Marathon with one million virtual people (32,768 runners
and 1,015,808 spectators) was simulated by Erra et al.
(2009). Armstrong ef al. (2008) sumulated 2 million agents
on 16 processors.

CONCLUSION

In this review, we underlined the origin sources of the
problem of the high computational demands of the crowd
dynamic models and their effects on the performance of
their simulators. In addition to that we also underlined
research efforts at solving this problem, specifically to use
parallel computing approaches. We also conducted a
review of the many published state-of-the-art approaches
which hopes to form the direction of future research in the
area. We also hope that solutions can be offered based on
this review, to the problem using multiple methods of
parallel computing approaches in order to reduce
complexity, in both time and memory storage
requirements. It can be concluded from thus study that, in
spite of some limitations in the existing parallel-based
crowd dynamic models presented mn this study, the
parallel processing methods are able to provide practical
solutions. The need for further research in utilizing parallel
computing methods to solve this problem is still much
desired. Future efforts can possibly be directed to the
umplementation of parallel techniques such hybridization
between distributed and shared memory models,
hybridization between GPU and CPU methods or
hybridization between data decomposition and function

decomposition.
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